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PREFACE

P

EB-51 Emulation Board

The EB-51 Emulation Board for PHILIPS 80C51 Microcontrollers and derivatives is
very effective in meeting the diverse demands of emulation operations.

P.1. Features
e Emulates most 8051 derivatives
¢ 64K code and 64K data memory
e Memory with mapping capabilities
¢ Frequency range up to 40MHz
¢ DOS and Windows software
e Source-Level Debugger for C, PLM and Assembler
e Performance analyzer
o Serially linked to IBM PC at 115 KBaud

¢ 3.3V and 5V emulation support

P.2. The Software
The EB-51 is supplied with three software packages:

¢ CEB51D DOS Debugger

e Windows Debugger: New and Traditional Ceibo Debugger

Preface I



All the debuggers have similar functions, although the Windows debugger is wholly
based on a Windows platform (e.g., multi-tasking and multi-window display).

Refer to Chapter 11 of this manual for a complete description of the DOS debugger
functions and instructions for operation. It is recommended to read this chapter in its
entirety if you are planning on using this debugger.

If you will be using the Windows debugger, please refer to Chapters 3, 4 and 5.
The three working modes:

e Real time

¢ Simulator

e In-circuit simulator

are introduced in Chapter 1.

P.3. Emulation Restrictions and Troubleshooting

You must read carefully Chapter 1, especially the Emulation Support and Emulation
Restrictions paragraphs before using the hardware system. These will explain how to
prepare your project to take full advantage of the system.

Chapter 10 gives some troubleshooting recommendations to follow in case that you are
experiencing problems with your hardware or software.

P.4. About the Manual

1. Description of the System

Describes the system and its capabilities, as well as detailing its specifications and
applications.

2. Installation

Provides step-by-step instructions on software and hardware installation procedures. It
is recommended that this chapter be read in its entirety prior to connecting the system.

3. About the Traditional Ceibo Windows Debugger

Includes the basic information you will need to begin using the Ceibo Windows
Debugger. It also gives a session example for a quick introduction to the Windows
Debugger capabilities.

4. New Ceibo Windows Debugger
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Details the use of the New Windows Debugger menus and their related commands.
This is a general description of the debugger which is used for different Ceibo products.
Refer to Chapter 5 to learn about specific EB-51 commands.

5. Traditional Ceibo Windows Debugger

Details the use of the Windows Debugger menus and their related commands.

6. Working with the Hardware

Provides a session example of the In-Circuit Simulation Mode.

7. Real Time Emulation

Gives all the information regarding the system in real-time Emulation Mode.

8. Utilities, Software Support and Syntax

Explains the use of utilities provided to adapt different assemblers and compilers to
Ceibo's Debuggers.

9. On-Line Assembler

Describes the syntax used by the On-line Assembler command. It also gives a complete
list of examples of the instruction set.

10. System Errors and Troubleshooting

Lists the errors detected while operating EB-51 and gives common questions and
answers for troubleshooting.

11. About the DOS Debugger
Imparts the information you will need to begin using the CEB51D program from DOS.
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CHAPTER 1

1

Description of the System

1.1. Introduction

This chapter describes the capabilities and applications of the system. The technical
specifications and the emulation restrictions are detailed in the following paragraphs.

1.2. General Description

Ceibo EB-51 is a development tool that supports Philips 8051 microcontrollers at any
frequency allowed by the devices. It is serially linked to a PC or compatible systems
and can emulate the microcontrollers using either the built-in clock oscillator or any
other clock source connected to the microcontroller. The clock oscillator generates
16MHz and the rated frequency divided by 1, 2 and 4. The rated frequency is supplied
by the installed 24MHz crystal or any clock source up to 40MHz.

Emulation is carried out by loading the system with the user software and an embedded
monitor program. EB-51 locates the monitor in the upper 1K of the code memory space.

Three working modes are available: real-time, simulator and in-circuit simulator.

In the real-time mode the user software is executed transparently and without
interfering with the microcontroller speed. Breakpoints can be added to stop program
execution at a specific address.

The simulation mode is used to debug the software without any hardware.

Therefore, EB-51 may be disconnected while using the simulation mode.

In the in-circuit simulation mode an additional microprocessor is used to take control
of the microcontroller lines and to simulate its operation but not in real-time. This
operating mode allows access to all the microcontroller functions (I/O, timers, etc.) and
interacts with the hardware according to the user software execution or directly by
means of emulator commands sent from the host computer. The Trace, Complex
Breakpoints, Performance Analyzer and many other useful functions are enabled in the
in-circuit simulation mode.

The combination of all the available working modes allows an easy way to debug
hardware and software functions.
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The software includes C, PLM and Assembler Source Level Debugger, On-line
Assembler and Disassembler, Software Trace, Conditional Breakpoints and many other
features. The system is supplied with DOS and Windows debugger software, RS-232
cable and a power supply.

1.3. Applications
The main applications of EB-51 Emulation Board are:
e Emulation of microcontrollers
e Demonstration of microcontroller capabilities
e Development of microprocessor based systems
e Hardware and software debugging purposes
e Training in the field of microprocessors
1.4. Specifications
System Memory

EB-51 provides 64K of user code memory and 64K of user data memory. This RAM
memory permits downloading and modifying of user's programs and variables.

Code Memory

Code memory is mapped as belonging to the EB-51 Emulation Board. The system
includes 64 KBytes of RAM to be used as code memory. However, this RAM memory
can be used partially and up to 63K.

Data Memory

Data memory can be mapped as belonging to the emulator or to the target circuitry. The
system includes 64 KBytes of RAM to be used as data memory.

Breakpoints

Breakpoints allow real-time program execution until an opcode is executed at a
specified address.

User Software

The CEIBO DOS Debugger may be installed to run under DOS or Windows 3.X or
later. The program is based on pull-down menus. The CEIBO Windows Debugger runs
only under Windows 3.X or later.

Symbolic Debugger
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EB-51 allows symbolic debugging of assembler or high-level languages. The symbolic
debugger uses symbols contained in the absolute file generated by the most commonly
used Assemblers and High Level Language Compilers.

Source Level Debugger

The EB-51 software includes a source level debugger for Assembler and High-Level
Languages (PLM, C and others) with the capability of executing lines of the program
while displaying the state of any variable.

Software Trace

Program execution can be recorded in a 64K buffer. Conditional breakpoints may be
defined to stop program execution. The user can define events and variables to be added
to the software trace. The software trace is not a real-time function and is performed by
slowing down the emulation speed.

Supported Microcontrollers

The supported microcontrollers are most of the Philips 80C51 microcontrollers in both
ROMless and ROMed versions. EB-51 also has different daughter boards to emulate
other microcontrollers. All standard 40-pin DIP and 44-pin PLCC 8051 derivatives can
be emulated with the standard system.

Microcontroller Selection

EB-51 uses standard Philips microcontrollers for hardware and software emulation. The
selection of a different microcontroller is made by replacing the microcontroller on the
board. EB-51 runs at a frequency of the crystal or from the clock source supplied by
the user hardware. The minimum and maximum frequencies are determined by the
emulated chip characteristics, while the emulator maximum frequency is 40MHz.

Frequency

The system includes a crystal oscillator able to supply clock frequencies of 24MHz,
12MHz and 6MHz. Additionally, the user may select any other frequency by
connecting an external clock source through the application hardware. The crystal
oscillator itself is mounted on a socket and may be replaced by another oscillator with
different frequency value. Frequency selection is done by means of jumpers.

Host Characteristics

PC or compatible systems with 1 MByte of RAM, one RS-232C interface card for the
PC, DOS or Windows 3.X or later.

Input Power

5V, 1.5A power supply supplied.
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Mechanical Dimensions
10cm x 10cm.
Items Supplied as Standard

Development tool with 128 KByte Memory. One Philips 8051 microcontroller or
derivative, 40-pin Emulation Header, DOS and Windows software including source
level debugger, on-line assembler and disassembler, User's Manual, RS-232 Cable and
Power Supply.

Options

Daughter boards and emulation headers for the different microcontrollers. Adapter for
44-pin PLCC devices.

1.5. Hardware Description

The first step required to work with the EB-51 board is to be able to identify its different
parts and to understand how the electronics function. This will help you to take full
advantage of all the available capabilities of the EB-51. On the upper left side of the
EB-51 you will see a phone jack. It is used to serially link the EB-51 to your computer
and to utilize the software emulation mode instead of just the simulator. The emulation
mode is used to interact with the hardware while the simulator is independent of any
hardware connection. The RS-232 cable connections are given separately.

The next part you should identify is the DC POWER jack located on the bottom left
section of the board. This connector is used to apply a regulated DC voltage to the
board. You should use the power supply included with the system. If you are using
another power supply, the plug must be with the plus on the tip.

A GND testpoint is located on the bottom right corner of the board.

EB-51 emulation frequency is defined by the 24MHz crystal oscillator installed on a
socket. The 24MHz is the maximum frequency you can apply to the microcontroller
while emulating the on-chip ROM. In ROMless mode the maximum frequency may be
up to 40MHz, depending on the microcontroller installed in the board. A lower
frequency is achieved by dividing the 24MHz according to a jumper selection.
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FIGURE 1.1: Circuit Layout

JP1 on EB-51 emulator board can select one of the following frequency options:
1. 6 MHz (divide by 4).
2. 12 MHz (divide by 2).
3. 24 MHz.
4. External clock can be selected by placing the jumper cap in the EXT position.
5. The 16MHz frequency is supplied by the second fixed crystal of the board.

Use one jumper cap to select one of the available internal frequencies. For example,
the following figure shows the setting for 12MHz:

FIGURE 1.2: I12MH?z Setup
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You can connect any frequency you desire to the microcontroller from an external clock
source. This can easily be done by setting the JP1 jumper on the bottom right corner of
the board to EXT and applying any clock to the corresponding clock input pin of the
emulation header.

In case you select the EXT option, use two jumper caps to set the selection. This is
shown in the following figure:

Ol

(¢ *)| 16MHz
(¢ )| 12MHz
Ol

6MHz

|
|
|
UMHz |
|
|
|

FIGURE 1.3: EXT Setup

Different frequency options may be achieved by replacing the 24MHz crystal oscillator
(US5) by another oscillator. That is possible because EB-51 emulation is not frequency
dependent and any value accepted by the microcontroller is also suitable for the
emulation.

The normal setup of JP1 is 12MHz or a higher frequency. If you are using the 16MHz
or 24MHz option, please check that the microprocessor on the board (U2) is able to
run at such a frequency.

On the left side you will see a POWER LED indicating whether or not the power is
applied to the system. The LED blinks at a 0.1s rate while detecting an error or at 0.6s
ON/ 0.2s OFF while executing a program in real-time.

J3 is the emulation header. You may connect the supplied flat cable with the 40-pin
socket attached to J3. The connector pin-out is given in the following figure and it is a
mirror image of the microprocessor pin-out.

On the top of the board you will find six 8-pin connectors. They may be used to easily
interface EB-51 to an application board or to carry out test programs using the on-board
resources. The SWITCHES connector provides logic states to input ports. The LEDs
connector permits to connect any logic signal and to observe its logic state.
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Port 0 to 3 are accessed through the remaining 8-pin connectors, additionally to the
emulation header. Port 0 and 2 are taken from the reconstructed signals. That means,
these ports are being recreated and are not the direct bus signals from the
microcontroller.

EB-51 is supplied with an 8-wire ribbon cable to connect the ports to LEDs and
Switches, thus allowing to easily test your program.

1.6. Emulation Support

The list of emulation support for standard EB-51 systems is as follows:

Microcontroller on EB-51 Supported Microcontrollers
Philips 80C32 or 87C52 80C31/2, 80C51/2, 87C51/2
Philips 87C524 or 87C528 8xC524, 8xC528

Philips 87C51FB 8xC51FA/FB/FC

Philips 87C550 8xC550

Philips 87C654 8xC652, 8xC654

TABLE 1.1: Supported Microcontrollers

Lock bits 1 and 2 must be programmed in the microcontroller on the probe
(even if it is 80C32). Programming these security bits is the required operation needed
by the Philips microcontrollers to activate the "ROM emulation mode". Using different
microcontrollers not listed above or not programming the security bits may cause the
system to operate only in ROMless mode.

3.3V and 5V operation may be achieved by using a 3.3V set of chips that are able to
operate at both voltages. This kit includes the four components to replace Ul to U4.
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The following table gives the 3.3V and 5V supported devices:

Microcontroller on EB-51 Supported Microcontrollers

Philips 87L51FB 8xL51FA/FB/FC

TABLE 1.2: 3.3V and 5V Supported Microcontrollers

By using different daughter boards, you can emulate additional 80C51 derivatives. The
addition of the 80C552 daughter board allows emulation of the microcontrollers listed
in the following table:

Microcontroller on EB-51 Supported Microcontrollers

Philips 87C552 80C552, 83C552, 87C552,

80C562, 83C562, 87C562

TABLE 1.3: 80C552 Supported Microcontrollers

As the list of supported devices and available daughter boards is continuously evolving,
call Ceibo to receive the latest update.

1.7. Emulation Restrictions

The following restrictions are valid for EB-51:

1.

3.

EB-51 Monitor Program shares 1 KByte of the 64K memory code space.
Therefore, user programs can be up to 63 KBytes.

. Code memory cannot be mapped external and always belongs to the emulator

system.

The program also uses 3 Bytes of the internal stack memory.

Port 3.6 and 3.7 (RD and WR) lines may be used for MOVX operations

and not as quasi-bidirectional 1/O ports.

. MOVX @Ri instructions affect Port 2 state. During the execution of

these instructions Port 2 becomes an output port.

. Port 2 outputs are recreated as open-drain with 10 KOhm pull-up resistors. That

implementation may affect the rise-time when switching from 0 to 1.

. The stack pointer may not be defined below address 7.

. Emulation is possible at 5V only. 3.3V support requires microprocessors and two

PLDs working at such voltage (U1 to U4).

. Memory requirements of the Ceibo DOS Debugger are around 400 KBytes of

free conventional memory for minimum operation. You will not be allowed to
enter the DOS Debugger at all with less free memory. However, for complete
operation of all nested windows in full zoom, you may require more free
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9.
°

11.

memory. If the extra optional memory is not available, any operation which may
require it will fail, with an appropriate error message. Try to free as much
conventional memory as possible before running the DOS Debugger.

The Ceibo DOS Debugger Symbol information limitation is as follows:
Local symbols limitation allows up to 2000 Local symbols records.

Global (Public) symbols allowed are up to 2500 Global symbols
records.

Code Line symbols allowed are up to 500 Line symbols records.

The total allowed number of Modules and Procedures (Functions) is
500.

The total allowed number of Module Names is 500.
The total allowed Number of Lines in any single module is 4000.

Each record may contain more than one symbol depending on the
Compiler/Assembler output. If any of the above limitations are exceeded, a
warning message will be displayed while loading, and the rest of the symbol
information of that type will be ignored.

Debugging however will still be possible without access to the ignored symbols.

If the number of Modules and Procedures exceeds the above limitation, then the
Source Level Debugger will not function on those Modules and Procedures and
you will be able to debug them using the CPU window. Whenever encountering
the above limitations, try to reduce unnecessary symbol information by applying
the NODEBUG directive in modules which are of no interest to the current
debugging cycle.

The Simulator can simulate timers only in Timer Mode and while the Gate
control is 0.
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Installation

2.1. Introduction

This chapter describes hardware and software installation procedures and details the
connection steps required before starting up.

2.2. RS-232C Interface

EB-51 is serially linked to a host computer through an RS-232C interface. A standard
phone cable is used to connect the EB-51 to COMI, 2, 3 or 4 in the host computer.
This cable has a 9-pin female connector to fit into the COM1 (or other) connector, and
a phone plug to connect to the EB-51 serial interface jack.

If your computer has a 25-pin connector for the RS-232 interface, use an additional 9-
pin to 25-pin adapter.

The cable characteristics are given in Table 2.1.

TABLE 2.1: RS-232 Cable

Signal Name Phone Jack | 9-Pin Female Connector
(EB-51) (PC Side)

Receive Data pin 1 pin 2

Transmit Data pin 2 pin 3

Signal Ground pin 4 pin 5

2.3. Connecting the EB-51 Components

No special tools are required to install the EB-51.

For proper installation the host must be properly configured and the power should be
OFF.

Carry out the following steps to connect the system components:
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a) Connect the serial cable into the serial jack on EB-51.

b) Connect the other end of the serial cable to host PC serial channel COM1 (COM2,
COM3 or COM4).

¢) Plug the power supply into the power connector.
d) Plug the other end of the cable into a power outlet.
2.4. Installing the Software
Follow the steps described below to install your EB-51 software:
1. Turn on the host computer.

2. Insert your EB-51 disk into Drive A or B.

3. If you are installing the Windows Debugger:

4. Run Windows.

5. From the Program Manager select the drive with the Windows Debugger disk and
run SETUP.

If you are installing the CEB51D DOS Debugger:

Type INSTALL and follow the indications given in the installation procedure. The
software will allow you to install the debugger in any directory and to run it under
DOS or Windows.

Complete Install and Setup utilities are supplied with the CEIBO Debuggers. All the
Debugger files are compressed and expanded during installation. The Windows Setup
creates the Ceibo Windows Debugger icon.

Follow the instructions on the screen. If instructed, the DOS Debugger can also be
setup for automatic Windows installation. This will automatically create and update
groups and icons the next time you run Windows.

When running DOS 5.0 or a later version, it is recommended to use the smartdrive
utility supplied with DOS.

This will increase the Debugger's performance dramatically, especially when working
with large files having a lot of symbol information.

Refer to your DOS manual or Help utility for more information on smartdrive
installation and usage. Any other similar utility is also satisfactory.

The Ceibo DOS Debugger fully supports Windows operations when running as a
Windowed or as a Full Screen DOS application (Windows 3.0 and up).

The Debugger's CEB51D.pif file is factory configured to Windowed Display Usage.
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You can change the configuration to Full Screen with the PIF editor. Please consult
your Windows user's manual for more information on the PIF editor and pif files.

2.5. Starting Up
Turn the EB-51 power supply on. Set the power switch to the 5V position.

If you are installing the Windows Debugger, double click the Debugger icon.
Otherwise, for the DOS debugger type:

C>CEBS1D
and press the <ENTER> key.

The system will display a copyright screen after successfully invoking the software.
Now the system is ready for operation.

If the software responds with a message indicating that the system is not connected,
check the following:

1. Power supply - the LED must be on.
2. RS-232 - check the connections to your computer.

3. Communication port - verify that the connected serial port corresponds to the setup
of the system.

2.6. RS-232 Interrupt
EB-51 DOS software does not use any interrupt request from the serial COM port.

For multitasking operation under Windows or other environments, use the /IRQ switch
while invoking the DOS software. This will force the communications to use:

1. IRQ4 for COM1 or COM3
2. TRQ3 for COM2 or COM4
Make sure your RS-232 adapter configuration supports this setting.

Any resident connected to the same IRQ will be disabled until the CEB51D Debugger
operation is terminated.

The syntax for this option is:
CEBS1D /IRQ

More information about command lines is given in Chapter 11.

Chapter 2, Installation 2-3



Normal invocation of the CEIBO CEB51D Debugger will set the communication to
Polling Mode. In most cases this mode of operation will work without problems, both
in Low and High baud rates.

When running the CEIBO CEB51D Debugger under Windows, or any other
multitasking environment, set the communication to Interrupt Mode.

This is done by applying the /IRQ switch on the CEIBO Debugger invocation line
command.

The CEIBO DOS Debugger assumes default IRQs when enabled: IRQ4 for COM1 and
COM3, IRQ3 for COM2 and COM4. If none of these IRQs is available on your system
(both are used concurrently with the Debugger), do not invoke the CEIBO CEB51D
Debugger with the /IRQ switch.

One of the symptoms of time consuming residents running in the background,

such as smartdrive on a very slow hard disk, is occasionally having an unexplained
Communication Error message. If you encounter such problems try setting the Interrupt
Mode as explained above.

2.7. DOS Mouse Operation

The CEIBO CEB51D DOS Debugger automatically activates and supports mouse
operation when a mouse driver is found in memory upon invocation of the Debugger.

Be sure to load the mouse driver into memory if you wish to operate the CEIBO DOS
Debugger with the mouse.

When setting the Debugger in Interrupt communication Mode with the /IRQ switch, be
sure that the mouse driver is not configured to be on the same IRQ, otherwise both the
mouse and the Debugger will not function correctly.

2.8. Using The Mouse with CEB51D DOS Debugger Under Windows

Windows 3.1 or later fully supports mouse operation in a Windowed DOS application
under Windows. However, this is restricted to several mouse drivers that support this
mode of operation.

The Logitech mouse driver supplied with Windows 3.1 or later as well as the Microsoft
Mouse driver support this operation. Most other mouse vendors are compatible and can
operate with one of the above drivers.

Please consult your mouse vendor for the latest driver update supporting Windowed
DOS application under Windows.

Logitech Mouse driver installation

Chapter 2, Installation 2-4



1. Install the Logitech mouse under Windows by using the Windows Setup utility
found in your Main window. You should then have the following files in your
Windows directory: lvimd.386, Imouse.com.

2. Change the system.ini file found under your Windows directory to the following:
3. In [386Enh] section, check that the mouse driver is: mouse=lvmd.386
4. In [NonWindowsApp] section, add: MouselnDosBox=1

5. You must run the Imouse.com mouse driver supplied with Windows in your DOS
environment (normally in your autoexec.bat file) before invoking Windows for
correct operation.

Microsoft Mouse Driver Installation

1. Install the Microsoft Mouse under Windows by using the Windows Setup utility
found in your Main window. You should then have the following files in your
Windows directory : mscvmd.386, mouse.com.

2. Change the system.ini file found under your Windows directory to the following:
In [386Enh] section, check that the mouse driver is: mouse=mscvmd.386
In [NonWindowsApp] section, add: MouselnDosBox=1

3. Run the mouse.com mouse driver supplied with Windows in your DOS
environment (normally in your autoexec.bat file) before invoking Windows.

More information on mouse operation can be found in your Windows user's manual or
Readme utility.

2.9. Installing a Daughter Board
Follow the steps described below to install a Daughter Board:
1. Ensure that the power is OFF to EB-51.

2. To connect a daughter board to EB-51, remove the 40-pin microcontroller (U2) and
the emulation ribbon cable from J3. Align and press the connectors together until
they are plugged into the EB-51 main board.

2.10. Changing the Header

EB-51 has different headers to emulate the different packages and pin-outs of the
microcontrollers.

Follow the steps described below to replace the header:

1. Ensure that the power is OFF to EB-51.
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2. To connect a different header to EB-51, align and press the connectors together
until the ribbon cable is plugged in.

2.11. Changing the Microcontroller

EB-51 may be used with different microcontrollers that are pin to pin compatible with
the socket or the adapter of your system.
Follow the steps described below to replace the header:

a.) Ensure that the power is OFF to EB-51.

b.) Remove the microcontroller from the socket. Please note that only the
microcontroller on socket U2 - 40-pin DIP or that on the special adapter may be
changed and not the microcontroller placed on socket Ul - 87C51FB - 44-pin
PLCC.
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3

About the Windows Debugger

3.1. Introduction

This chapter includes the basic information you will need to begin using the Ceibo
Windows Debugger program and to understand the meaning of the different menus.

3.2. Debug Capabilities

The Windows Debugger is used to load a program, execute it in real-time, simulate the
software environment as well as many other functions.

You may be familiar with other debuggers' nomenclature. Nevertheless, the following
review is useful to understand some terms used by The Ceibo Windows Debugger.

Tracing

A program may be executed one line at a time. You can trace a program using high-
level language lines or assembly instructions.

Stepping

This is like tracing but program execution steps over CALL instructions without leaving
the current procedure.

Viewing

Ceibo Windows Debugger opens special windows showing your program state from
various perspectives: variables and their values, breakpoints, a source file, CPU
registers, memory, peripheral registers, etc.

Inspecting
The debugger can delve deeper into your program and show you the variable contents.
Changing

The current value of a variable can be replaced with your specified value.
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Watching

Program variables can be isolated and their values kept track of while the program runs.

3.3. Global Menus
A Global Menu is the list of commands easily accessible from a bar which runs along
the top of the window.
A pull-down menu is available for each item on the menu bar and allows the following:

e Execute a command.

e Open a pop-up menu. Pop-up menus appear when a menu item is chosen followed
by a menu icon ().

e Open a dialog box. Dialog boxes appear when a menu item is chosen and they are
indicated as (...).

e Check an option to select it.

Global menus are accessed by pressing F10 and using the arrow keys, pressing Alt and
typing the first letter of the menu name or clicking the option.

Some of the menu commands have hot key shortcuts that are available from any part of
the Debugger.

3.4. Local Menus

The Windows Debugger is context-sensitive and uses Local Menus specifying different
windows. Local menus are tailored to the particular window you are in. It is important
not to confuse them with global menus.

To prompt a local menu press Alt-F10 or click the right button of your mouse.

Menu placement and contents depends on which window or pane you are in and where
your cursor is.

Contents may vary from one local menu to another. Many local commands appear in
almost all local menus. The results of these similarly-named commands may differ,
depending on the context.

Every command on a local menu has a hot key shortcut consisting of Ctrl plus the
underscored letter in the command.

Because of this setup, a hot key, like Ctrl-C might mean one thing in one context but
something quite different in another. The core commands are still consistent across
local menus. For example, the Go To command and the Search command always do
the same thing, even when they are invoked from different windows.
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3.5. Input Boxes

Many of the Windows Debugger command options are available in input boxes. An
input box prompts you to type in a string. All your entries are recorded in a history
buffer, so you can pick up any entry just by selecting it with the arrows.

3.6. Windows

The Windows Debugger displays all information and data in both global and local
menus, dialog boxes (where options are set and information entered) and windows.

There are many window types, depending on the kind of information it holds.

Windows may be opened and closed using menu commands (or hot key shortcuts for
those commands).

After a window has been opened, you can move, resize, close, and otherwise
manage them with commands from the Window and System menus.

3.7. Using the Menus
There are four ways to open the menus:
1. Press F10, use left or right arrow to get to the desired menu, press Enter.
2. Press F10, then the first letter of the menu name (F,V,R,B,D,O,W,H).

3. Press Alt plus the first letter of any menu bar command. For example, wherever
you are in the system, Alt-F takes you to the File menu.

4. Click in the menu bar command with the mouse.
To navigate within the global system:
1. Use left and right arrows to move from one pull-down menu to another.
2. Use up and down arrow to scroll through the commands in a specific menu.

3. Highlight a menu command and press Enter to move to a lower-level (pop-up)
menu or dialog box.

To get out of a menu or the menu system:
1. Press Esc to exit a lower-level menu and return to the previous menu.

2. Click the active window with the mouse to leave the menu system and return to the
active window.

3. Press F10 to return to the current active window.

Some menu commands have a shortcut "hot key" that you press to execute them. The
hot key appears in the menu to the right of these commands.
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3.8. Toolbar

2 ik [ 1] | o)

FIGURE 3.1: Tololbar

The buttons on the Toolbar are the commands you need to operate the most useful
functions:

get help information

open a file dialog box

open the list of Modules dialog box

select the CPU window

B & = E

select the Watches window

3.9. Status Line

[ 61:1 | 80C31 | Sim | Ready |

FIGURE 3.2: Status Line

The status line on the bottom of the main application window displays messages related
to the cursor position in the Module window, chip type, operating mode (simulation,
emulation or in-circuit simulation) and current status (program running, ready, error).
It also provides on-line help information on selected menus.

3.10. Debbugging Session - Preparing the Software

1. Do not apply power to the EB-51. It is not necessary for the first stage which mostly
explains the software capabilities.

2. Invoke the Windows Debugger by double clicking the Ceibo icon.
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(& CEIBO EB-51 Win Debugger *I &

Ceiba EB-51 Readie

Win Debugger

FIGURE 3.3: Debbuger Icon

3.11. Accessing the Global Menu

= eibo da Nebugge b

File Yiew Hun Breakpoints Data Options Windows Help

FIGURE 3.4: Global Menus

1. The Global menu commands may be activated by simultaneously pressing the ALT
and the command first letter keys.

2. After invoking the program, press Alt-V to open the View command. Select CPU
and observe the new window added to the screen. The CPU window becomes the
active window.

3. Open the Port Windows from the Target Command in the View Menu.

4. Press CTRL-F6 several times to select a different active window.

3.12. Accessing the Local Menu

=] 80C31 -«
C:0000 b 0O nop +[SP o =[P=
C:0081 68 nop DPL o: F1=08
C:0002 00 nop DPH 84 [ou=8
C:0083 E583 nov a,#3h Psu 0 [RS0-0
C:0005 O RS1=8
C:e007 O nc=0
C:0008 O cy=0
c:oooe of  [Movas3 | 2]

C:0000 O

C:0008 O

C:a08C O

C:0000 O

< ‘ “DK | ‘xﬁancell ? Help | bl e
D:60 08 O [+]
D:656 68 O I
D:0c 08 O

D:12 68 80 68 00 00 60 ...... -3 ox00

D:18 06 00 66 00 60 00 ...... -u ox00

D:1E 08 60 68 80 60 60 ...... -5 6x88

D:24 08 B0 68 68 68 60 ...... +1-6 8x08 =

FIGURE 3.5: CPU Assembly Command

1. The Local menu command may be accessed by pressing Alt-F10 or clicking the
right button.

2. A direct access to a local menu command is possible by holding down the Ctrl key
and pressing the letter that identifies the command.
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3. Select the CPU window and check its Local Menu. The default is Assemble,
meaning you can enter directly any assembly instruction.

4. Move the cursor to any line and type MOV A,3 directly. Observe how the code has

been changed.

3.13. Selecting the Simulation Mode

Select the Simulation Mode from the Options Menu and the Architecture Command.

The bar on the top of the screen is the global menu.

The bottom bar displays the software status.

Ceibo Windows Debugger
File VYiew Bun Breakpoints Data Q0GLEE Windows Help
2 [ 2 i )] Environment 3

Path for source...
Module list file...

Communication port
Communication baud

»
4

Architecture

v Save settings on exit
Save setup...
Bestore setup...

Emulation
In-circuit simulation
+ Simulation

FIGURE 3.6: Simulation Mode

3.14. Adding Watches

Open the Watches Window by selecting the View Menu and the Watch command.

Watches
byte 255
byte 255

hutn 9CC

|

Watch... Ins

P3 =

[P Edit..

MH:] PRemove Del
#1 Delete all

[P1]

Del

(F1d Inspect
14 Change
Pattern
RotCnt

‘ VDK | ‘x[:ancell ‘ ?Help |

FIGURE 3.7: Adding Watches

Press the <INS> key or click the right button while the cursor points to somewhere
inside the Watches Window. You may also add a watch by clicking the Watches button

on the toolbar.

Type P1 and press the Enter key. Then, Port 1 will be added to the Watches Window.
Note the your entry is case sensitive and P1 is not the same as p1.
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3.15. Changing Watches

1. If you want to change the Port value, invoke the Local menu again and select the
Change command. A selection may be done either by moving the arrows until the
Change command is highlighted or by pressing the C key.

Type 55 and press the Enter key. Observe that the Watches Window has an
updated value for Port 1.

2. Click the OK button.

3. You can also change the watches by positioning the cursor on the variable and then
pressing Ctrl-C.

4. The Language Command in the Options and Environment Menus determines the
base and syntax of your entries. For example, if you choose C Language, 55 is a
decimal value and 0x55 is a hexadecimal number. In case the Assembler is selected,
you should type 55h to enter the same hexadecimal value. The syntax of your inputs
is explained in the next chapter.

The Integer Display Format Command in the Options and Environment Menus
defines the base of the display in the Watches Window. You can select hexadecimal
or decimal display of your variables.

Watches

byte 255

Watch... Ins byte 255

Edit... hute 255

Remove Del [ Enter new value

Delete all

FIGURE 3.8: Changing Watches

3.16. Watching Memory Spaces

1. You can add to the Watches Window any memory space as a succession of values.
That may be achieved by specifying the type, initial address and length.

2. Add to the Watches Window the first 10 bytes of the on-chip RAM by typing
D:0,10.

3. Add to the Watches 10 bytes of the code memory. Your entry may be C:1000,10.
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4. Display 3 bits of the internal RAM. Type B:0,3.

5. Display 5 bytes of the external memory space accessed by MOVX instruction.
Type X:100,5.

6. Add to the Watches Window any SFR by entering the absolute address. For
example, type P:0x90,2 to display Port 1 and the following SFR (address 90H and
91H). 0x90 is 90H if you selected C language in the Language Command of the
Options Menu. If your selection is Assembler, just type P:90H,2.

Watches
byte 1,08,08,08,8,08,08,8,7,7
byte 23,2,4,25,2,6,2,45,08,08

FIGURE 3.9: Adding Strings to the Watches

3.17. Displaying a Memory Space

[= Data [ON CHIP RAM] -

D:88 81 69 08 B0 B0 B0 80 68 O7F 87 B .. ... ......
D:BB A7 68 62 60 81 80 01 BO 680 81 95 ... .. ......
D:16 81 7F 61 88 FF FF FF 68 688 68 88 ...........
D:21 B8 68 68 B0 B0 B0 60 69 00 60 B8 ...........
D:2C OO 90 00 00 OO 0O B0 B0 BB 6O B0 ...........
D:37 0O 00 00 OO OO 00 B0 B0 BB 6O B0 ...........
D:42 B8 68 69 B0 B0 B0 90 00 00 60 B0 ... .......
D:4D B8 68 60 B0 B0 B0 00 08 60 60 B0 ... ... ....
D:58 B0 68 08 B0 B0 B0 00 08 00 60 B0 .. ... .. ....
D:63 BB 68 A8 B0 B0 B0 00 08 00 60 BB ... ... ....
D:6E BB 68 A8 B0 B0 B0 60 68 68 B8 BB ...........
D:70 OB 60 OO0 00 OO 8O B0 B1 BB BB B0 ...........
([D-04 00 DO DO B8 OF 67 07 67 68 62 60 ........... +

[+]»

FIGURE 3.10: Data Window

1. Open the Data Window by selecting the Memory Space Command in the View
Menu.
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2. Change the contents of this memory. Click the right button and select the Change
Command.

3. Enter successive new values separated by spaces or commas: 11,22,33,44.
4. Check the changes in the Data Window.

3.18. Changing the Windows

1. Press Alt-W to select the Window menu, that permits changing the windows Try
all the options given in this menu.

2. A window may be resized by moving the borders with the left button.

3. The arrows surrounding the window borders can be moved to position the desired
information on the screen.

3.19. Loading a File

1. Press Alt-F to activate the File menu.

2. Set the cursor to highlight the Load option and press the Enter key.

Ceibo Windows Debugger
(4|8 View Run Breakpoints Data Options Windows Help

Get info...

New = File Open

Exit Alt File Hame: Directories:
ctests.abs [ ceibo
test abs
tests.abs ;e -

¥ ¥
[] Symbol only
List Files of Type: Drives:
KEIL/Franklin [2] | = c diske [i! [ Startup skip
m Load a new program to debug

FIGURE 3.11: Loading a File
3. Select the CTESTS.ABS sample file and Keil/Franklin to load code and symbols.
Note that it is very important to define the type of list files to get the proper symbol
information. TEST.ABS and TESTS.ABS are Intel ASM/PLMS51 files.
CTEST.ABS and CTESTS.ABS are Keil/Franklin files.

You may also load a Hex file without symbol information, but in that case the symbolic
debugger will not function.
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4. After successfully loading the CTESTS.ABS file, the Module and Watches
windows will be opened. If you try with a different file with incomplete debug
information, the CPU window will be opened instead of the Module and Watches
windows.

Ceibo Windows Debugger

Module :CTESTS File :.CTESTS.C

Copyright by GEIBO LTD 1995
Demo program for Ceibo 51 Windouws Debugger

Program compiled with Frankiln U4.18 compiler
Compiler switches :
debug objectextend noamake

#include <intrins.h> [ +]
2 - |
L wathes [

byte 255
byte 255

P32 byte 255

Reg_P1 unsigned char °\xFF'

I_I'!n'IP1 unid /Y @AC-Av470

A |[80C31 |/ Sim |[Ready |

FIGURE 3.12: Default Screen
3. 20. Capturing Watches
You can capture the name of a variable and include it in the Watches Window.
1. Open the Module Window with your source code.
2. Position the cursor on the variable name in any part of your source code.

3. Press Ctrl-W or use the right button to include the variable in the Watches Window.

Module :CTESTS File:C:\CEIBO\WEBS1D\CTESTS.C
f
: RorP1

ght Port 1 - RotNo Times

Qrigin [Reg_P1 |

New pc  Alt+Ctrl+N

Delay();
Reg_P1 = _cror_{R

¢ 0K, ? Help

FIGURE 3.13: Capturing Watches

3.21. Debugging the Program

1. Position the cursor on the Reg P1 variable and click the left button. Click the right
button and select the Watch command or press Ctrl-W to add the variable to the
Watches Window.

Chapter 3, About the Windows Debugger 3-10



2. Move and resize the three windows according to your convenience.
3. Open the CPU window.

4. Select the RUN Menu and execute a Program Reset. That can be done directly by
pressing Ctrl-F2.

5. Execute a few assembly steps. These are available from the Run menu and the
command name is Instruction Trace. Press the Alt-F7 keys several times.

6. Execute the program. Press the F9 key.
7. Halt the program execution by pressing Ctrl-Break.

8. Display the executed instructions from the View Menu, using the Trace Buffer
command.

Ceibo Windows Debugger
{278 Bun Breakpoints Data Options Windows Help
[H{ Breakpoints

File

2]

Variables

Module F3 ==
Watch Instruction

CPU

Registers
Performance analyzer

Memory space
Target

Trace triggers...

Trace status...

| Dump trace buffer

FIGURE 3.14: View Menu

1. Set a Breakpoint by moving the cursor in the Module window and pressing the F2
key. Execute the program by pressing the F9 key.

2. Execute a high-level language step by pressing the F8 key. Repeat that operation
several times.

3. Continue the high-level-language stepping by pressing F7. Note that the Modules
are changed in accordance with the actual program counter value.
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CHAPTER 4

4

New Ceibo Windows Debugger

4.1. Introduction

CEIBO DEBUGGER is the latest software available from Ceibo and can be used with
most of Ceibo emulators. You will find a detailed description of the menus and their
related commands in the following paragraphs. As the debugger is general for all the
8051 derivatives, some specific functions may not apply to all the derivatives.

4.2. Global and Local Menus

e A Global Menu is the list of commands easily accessible from a bar which runs
along the top of the window. A pull-down menu is available for each item on the
menu bar and allows executing a command, opening a pop-up menu and checking
an option to select it. Global menus are accessed by using the mouse to click the
option, pressing F10 and arrow keys or pressing Alt and typing the underlined letter
of the menu name.

e Ceibo Debugger is context-sensitive and uses Local Menus specifying different
windows. Local menus are tailored to the particular window you are in. To prompt
a local menu press Alt-F10 or click the right button of your mouse. Menu placement

and contents depends on which window or pane you are in and where your cursor
is.

4.3. Toolbars

The buttons on the Toolbar are the commands you need to operate the most useful
functions:

FENE SE R R R R e o s

FIGURE 4.1: Debug bar
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Debug bar buttons from left to right: Go, Break, Restart, Toggle Breakpoint, Origin,
Trace Into, Step Over, Step Out, Go to Cursor, Output, Watch, Variables, Modules and
Registers, Memory, Stack and CPU.

=000

FIGURE 4.2: Windows bar

Windows bar buttons from left to right: New Windows, Split, Cascade Windows, Tile
Horizontal and Tile Vertical.

| * @

FIGURE 4.3: Edit bar

Edit bar buttons from left to right: Cut, Copy and Paste.

= a2

FIGURE 4.4: Main Bar

Main bar buttons from left to right: Open File, Find File, About and Help

4.4. Status Line

The status line on the bottom of the main application window displays messages related
to the cursor position in the Module window, chip type, operating mode (simulation or
emulation) and current status (program running, ready, error). It also provides on-line
help information on selected menus.

Important: if SIM appears on that bar, the system is in SIMULATION MODE and
your code will not run in real time. Select EMULATION MODE in the Options Menu
and connect your Ceibo Emulator to your computer.

For Help, press F1 [Ready  [SIM [0x0 |D58aC4sn |
FIGURE 4.5: Status Bar
4.5. File Menu

The File menu options deal with operations external to the Ceibo Debugger, such as
loading programs for debugging, and leaving the application. The available commands
are: Load, Close, Unload, Print, Print Preview and Exit. This menu also provides a list
of the last opened files, so you may load a file just by clicking on the desired file name.
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Ceibo Debugger - [Ctest.c]

% File Edit “iew HRun Breakpointz Optionz Mwindow Help
“ L Load... Cirl+0 ™| 51&1 @i’

LCloze

Unlnad

Brint... Ctrl+F
Frint Presisw
Print Setup...

1 D:ACEIBOMChest. abs

Exit Shift+F4

FIGURE 4.6: File Menu
Load

The Load command loads a program for debugging from a disk. You may select
the directory and the file name to be loaded, as well as the format of the file to
achieve complete debug information compatibility.

The supported file formats are: Intel Hex, OMF51, Keil, IAR-UBROF, Tasking-
IEEE695 and many others.

Utility programs and software updates may be released in the future to support
new compilers with different formats.

From the File Menu you can specify the Symbol Only option, thus loading only
the symbol information in the file for debugging ROM applications. Code is not
loaded in this case.

The Startup Skip option is used to run the program automatically until the first
line of your main program is reached.

If selected, the program will run from 0000h to the Main label while debugging
C. Uncheck the Skip Startup Code box if you want to start debugging from
address 0000h.

Select the software vendor before loading a file. Use the File of Type list to
make your selection.
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Load
o [ 3 o S
@ Ctest.abz
File narme: I Load
Filez af tepe: Cancel

¥ Skip startup code [ Symbaols only loading
&

FIGURE 4.7: File Open Dialog

File= of type: IKeiI Format [*.abs; ] ;I

K.l Format [7.a !
&R UBROF [* dbg:* di3)
&R BAHKED [* dbg- O3]
BSO/TASKING OMF [*051]
BSO/TASKING IEEEE5 [ abs]
250040 [ abs]

INTEL A5H /PLMS1 [* abs)
METALINE, [* dbg

OMFS1 FORMAT [ abs* ohi]
FOMF [*.abs:* obi] =]

FIGURE 4.8: Files of Type
Close

The Close command closes the loaded file.
Unload

This command deletes all the symbol information loaded by the Load Command,
thus clearing symbols and code.

Print

This command prints the loaded file. You may preview the file and also define
the print setup.
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Exit

The Exit command terminates the debugging session. The hot key Alt-F4 can also
be used to leave the debugger. The Windows Alt-Tab key sequence may also be
used to leave temporarily the session without closing it.

4.6. Edit Menu

The Edit menu commands are standard for editing, finding and replacing text y
the loaded file. The available commands are Cut, Copy, Paste, Find, Find in Files
and Replace.

Ceibo Debugger - [Ctest.c]

® File | Edit Yiew Run Breakpoint: Options ‘Window Help

| e £ Rl - T R
ae Copy Chrl+C

Pazte Chel+

Find Chrl+F

Find in Files. ..

Replace. .. Ctrl+H

FIGURE 4.9: Edit Menu

From the Find Dialog you may specify what to find and the direction in the text,
as well as other text attributes.

Find 1)

b ark Al
™ Match whale word only e e | i
[ Match case " Up Cancel
™ Regular expression ® [own
[ Seaich all open documents

FIGURE 4.10: Find Dialog

You may also specify in which files to find a string from the Find in Files Dialog.
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Find'in Eilez 21|

Find what; |

In files/files types: I”‘.Cppf‘_c_;“_h;“_in|_;x.C:.::.:

I folder: |

™ Match whole ward orly v Look in subfolders
[ Match caze I Output to pane:

I~ Heauler erpressr

FIGURE 4.11: Find in Files Dialog

4.7. View Menu

The View menu commands open windows that display different aspects of the program
being debugged.

You may open as many windows as you need. The following figure shows an example.

Ceibo Debugger - Cdelay.c &3] %]
File Edt “iew Run Breakpoints Options ‘Window Help

IR AEE B = sl =l = =Tl

| % m |
Cdelay.c EEES)] ceste =0l
Ta - vold mwain() :I
s C-51 Demo program for CEIBD 51 Dj:] { 'vI
q L A | I _'I.é
o BETE] [ st TE
i | #10 ini
i C-51 Demo programn for CEIBO 51 Deks||lo> 3 i
¥ A | I8 A7
ﬂ Register [ Address [ Walue [=] ﬂ £l Modules il
FO | P:0xE0 | OWFF = -~ CDEL&Y.C ;
FOkd1 P: 0«84 00 i - CINIT.C LI
D008 nn o = -
i Port LS ¥ =l Madulesl i Hegrstersl
E =l ™ oooooo 0z 01 cc oo oo o0 oo o0 o0 oca]| |2 [Fe A [inste. [Sow. [=]
_‘I —‘i C:000010 a0 00 00 00 00 00 00 00 00 0 —‘I -4 0. moy....
€:000020 00 00 00 00 0O 00 00 00 00 O 3 0. dinzr
- -2 0. mov..
T[] Buitd AT 0] B i [+]hCODE (DATA 5 ¥OATA 5.5H] 4| | S A 0. limp .. 21
ﬂ Wariable | Value | ﬁ Wariable: | Tupe | Address | Walug |:|
PattemCPL unzigned char | D:0xd, 0x0 =
PattemROL unzigned char | D:0:B 0x0
PatternROR unsighed char | D:0xC 0x0 x
[+ ]swateh 1 Weteh 2 s Wieeh 4] (| | [ F]sGlobal i 1R b
|[Ready  [SIM |x185 |PEILPCI0 [T, Cal1 | B

FIGURE 4.12: Opening Multiple Windows

The available commands are: Debug Space, Status Bar, Output, Toolbars, Breakpoints,
Memory Windows, Debug Windows, Target and Trace.
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Ceibo Debugger - [Ctest.c]

- File Editl'\-"iew Bun Breakpoint:  Options  window Help
| = g;fﬁf:;m @S/ PO e HEEEEEE
Dutput
Toolbars k

Breakpoints

Mermary Windows

Debugwindows.  k

Target 4

Trace

FIGURE 4.13: View Menu
Debug Space

From this window you may select the module of the loaded project to set
breakpoints, watch variables, source level debugging and more. By using the
local menu you may find a file or open all the modules. You may also select one
module from the list just by clicking on its name.

ﬁ S Hodul gl

i CD

Hpen all
E CTES T

i El Mcu:luleil e Flegigte'[gl

FIGURE 4.14: Debug Space - Modules

From the Module window you can use the local menu add a variable to the Watch
window, define the program counter (New pc) or go to the certain line. The Origin
command refreshes the screen to the current position of the program counter. Set
directly a breakpoint by moving the cursor to the desired line and pressing F2.
Furthermore, you can drag a variable to the Watch window.
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vold maini) -~
{
[
while { 1)
{
Delavi():
RegPl = PatternCPL;
. CplPi(s) |
Delavil; Add watch
RegPl = PatternROR; Origin
RorP1(7); Goto...
Delay(]; New pe

R.o.x.:l;.l (ord} ;” T Dizaszemble

Delavi();

RegPl = PatternROL;
+ RolP1(7):

Delayi);

RegPl = PatternROL;

RolP1{7):

Delavi():

L b

FIGURE 4.15: Debug Space - Modules

The Registers page shows the CPU main registers and the local menu can be used
to modify them.

_i‘l Reaister I Yalue |A
EHegisters
i 5P 010
. DFL 0400
. DPH 0400
| ACC 0400
B 0400
RO 000
oy 000
A2 000
R4 Irizrement
RA Decrement Qw00
. RB Zero 000
. _R7 Change. . 0400
HiPew 0«00 ul
hitFP 000
bit F1 000
bit OV 000

hitR50 00 -
4| | »
E MDdtﬂESl ﬁ Hegistersl

FIGURE 4.16: Debug Space - Registers
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Status Bar

This command is used to turn on or off the status bar. It is used to arrange
windows according to your preferences.

Output
AT T e
4 [Go
Halt at 0x16C Clear
Copy
[ 5 Bl 3 Debug & Findin Files 1_»_Findin Files 2 15 e

FIGURE 4.17: View Output

Use this window to log and display debug activities. This is useful to review the
sequence of the debug session.

Toolbars

This command is used to turn on or off the main, debug, edit and windows bar. It
is used to arrange windows according to your preferences.

Breakpoints

The Breakpoints menu commands let breakpoints be displayed, set and cleared.
The different options may be accessed through the Local menu of this window
and they are used to add, delete, enable or disable breakpoints.

HCTESTH#110: CplP1i(8);
C:0173  7F0S wow r7,# Breakpoints B
C:0175 3156 acall o
ﬁcgfizﬁléign DEiT?I[)] Address I Dezcnphion Llogze I
g Aca = PR o i 2 i
L HCTES ZH377 dreakpoink oy

HCTESTEL1Z: RegPl = | iR isakpci sl Add.

{ JC:0179  ©500800 mioe
HOTESTH113: RorP1(7 Delete |
C:017C  7FO7 wmov r7,H# Delete A1
Ci017E 312B  acall R L‘
HCTESTHL14: Delavi) Disable Al |
C:0180 31EO acall De
HCTESTH115: RegPl = Enahle Al |
C:0182 S550C580  mowv FegP
H#CTESTH116: BorP1(7
C:0185 <7F07 mov 7, 4 | 33|
C:0187 312B acall _R
H#CTESTHI1T: Delavil:

FIGURE 4.18: Breakpoints Local Menu
Memory Windows

The Memory windows show the specified areas of memory. Data can be viewed as raw
hex bytes with their corresponding ASCII representation. You may open a page
showing internal data memory (Data), code memory (Code) and external data accessed
by MOVX instructions (Xdata). Click on a value to modify it.
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Ceibo Debugger
File Edit Wiew Bun Breakpoints Options Window Help

(=]

fg C:000110 54 80 FF BF 80 DA ES 90 25 ED 44 01 F5 90
C:000120 ES 90 25 E0 F5 90 0S5 10 80 DB 22 &F OF 75
C:000130 ES 10 D3 95 OF 50 1E 31 BO E5 90 54 01 FF
C:000140 DA ES 90 €3 13 44 B0 FS5 90 80 06 ES 90 C3
C:000150 90 05 10 80 DB 22 OF OF 75 10 01 ES| 10 D3
C:000160 50 09 31 B0 63 90 FF 05 10 80 FO 22 31 A0
C:000170 85 0L 90 7F 08 31 56 31 BO 85 0C 90 7F 07
C:000180 31 BO 85 0C 90 7F 07 31 2B 31 EO 85 OB 90
C:000190 31 00 31 BO 85 OB 90 7F 07 31 00 31 BO 80
C:000140 75 0D 11 75 OF 55 E4 F5 0L 75 OB 01 75 0C
C:0001B0 75 08 00 75 09 01 D3 ES 09 95 OE E5 08 95
c:0001ca 0L 05 09 E5 09 70 02 05 08 &0 EB 22 78 7F
C:0001D0 D8 FD 75 81 10 02 01 6C 00 00 00 00 0O 0O
C:0001E0 00 00 00 00 00 00 DD 00 00 00 00 00 00 00

7 CODE {DATA ¥ ADATE noFR IR

FIGURE 4.19: Memory Windows

Debug Windows

The Debug windows show information related the debug session: variables in
your code, watch windows with your defined variables to be displayed, Stack

values and CPU window with the assembly code.

Variables

The Variables command opens a Variables window displaying a list of the

program global (or public) and local symbols, and their locations.

ﬂ ariable l Type | Address | Walue |
PattemnCPL unsigned char D0y 0x0
PattemR 0L unzigned char A
PatternROR unzigned char D:0:C Ox0
Delayy/alue ungighed int | D:0xD | Ox0
FegP1 unsigned char D:0x90 0xFF
_RolP1 vaid [] C:0x100 C:0<100
_RarP1 woid [] C:0:128 C.0x128
“CalP woid [) C0x156 C.0x156
rnain waid [] C:0«16C C:041EC
it waid [] C:0x140 C:0x140
Delay woid [] C.0«1B0 C.0«1B0O
[ ]sGlobal 4 Cocal / 5L} ¥
FIGURE 4.20: Variables Window
Click on a variable to change the value.
Enter new value
Ok,
ID:-:I:I
Earicel
FIGURE 4.21: Changing Variable Values
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Watches

The Watches command shows the value of specified variables. You may drag a
variable from the module window or type in the name of the variable.

:t]l “arisble. alue

-Add watch Ins
Edit
Delets Del

Delets All

Watch 1 < Watch 2 3 Walch 3 atatch 4 ﬂ_i] 2

FIGURE 4.22: Variable Local Menu
These Local menu is used to add a watch, edit and delete.

You may enter any predefined symbol like P1, P1.0, R3, etc. or make an absolute
reference using the first letter to define the variable type followed by a colon and
the address. Furthermore, absolute references may be expressed with a length.

The syntax is:
absolute reference:address,length

Absolute references are D for the on-chip RAM, X for XRAM, P for ports and
any SFR (special function registers), C for code memory and B for bit memory.
Some examples are:

D:100,5
B:0X80,5
X:0X1000,8
P:0X431

Addresses are entered using the syntax of the selected language in the Options
menu, Environment, Interface. Length is always decimal.

Your entries use the syntax of the selected language in the Options menu. For
example, if you select C and you want to enter 9Fh, just type 0x9F. The 9FH
entry is recognized if the selected language is ASM. In case that you are using
Pascal, enter $9F.

A string may be changed by entering values separated by commas or blank
spaces.

Stack
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The Stack window shows the stack bytes with the associated addresses relative
to the stack pointer. For example, the address -2 means stack pointer contents

minus 2.
ﬂ Offzet | Walue |
-0 0=00
-1 0=00
G2 0x00
-3 0x00
-4 0:00
B 0x00
£ 0=00
-7 0=00
-8 0x00
-3 0x00
-10 0x00
-1 0x00
-2 000
13 0x00
-14 0x00
-15 0x00
-18 0x00
<I:I\Stal:kf |<| >|

FIGURE 4.23: Stack

CPU

The CPU command opens a CPU window displaying the disassembled
instructions of your program. An instruction may be displayed with symbol
information, and mixed with source code lines. You may also patch-up code using
the built-in assembler.

Ceibo Debugger - [PRILPCI0T] =S|
® File Edt Yiew Aun Dreskpoints DOptions Mindow Help & x]

|=8ss1]

#CTEST#105:
HCTESTHLOB:
C:016E 31B0
HCTESTH109:
C:0170 850490
HOTEST#110:
C:0173 TFO8
C:0175 3156
HCTESTH111:
€:0177 31B0
HOTEST#112:
C:0179 850CI0
HCTESTHL13:

C:017E 312B
#HOTEST#114:
C:0180 31E0
HCTESTHLLS:
€:0182  B50€90
HCTESTHL16:
C:0185  7F07
C:0187 312B
HCTESTHLLT:
€:0189 31B0
HCTEST#118:
C:018B  B5S0BIO0
HOTEST#115:
C:O1BE  TFO7

il

For Help, press F1

init () :
‘acall Init

Delay():

acall Delay

RegP1 = PatternCPL;
wov RegPl,0Rk
CplP1(8):

mov r7, #0350

acall _CplP1
Delay();

acall Delay

RegPl = PatternROR;
mov RegPl,0Ch
RorF1(7);

acall _RorPl
Delay();

acall Delay

RegPl = PatternROR;
mov RegP1,0Ch
ROrP1(7) 2

wov r7, #07h

agall RorPl
Delayl);

acall Delay

RegPl = PatternROL:
mov RegPl,0Bh
Ro1P1(7):

mov r7, #07h

FIGURE 4.24: CPU

AddWatch
Drigin
Goto
Hewpo

v Mived
Tyl sooe

Agsemt

Prirt to file

Fleady [SIM [0k185 IEEE ] [nG,Cal 2B | ||
[Ready ™ [5TM | .

The Local menu enables the following commands: Add Watch, Origin that
refreshes the screen to the current position of the program counter, Go to a
specified address, New PC setting the program counter to the current position of
the cursor, Mixed to display lines with source information, Toggle Source to
toggle between disassembled code and code embedded with source line numbers,
Assemble to on-line modify your code and finally, Print to File saving any
portion of your code in ASCII format to a disk file.
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Target

This command opens different windows that are related to the target
microcontroller emulated or simulated by the debugger.

Ceibo Debugger - [PEILPCI01] =] .

® File  Edit | Miew Bun  Breakpoints Options  Window Help = iﬁ'iﬁ
Debug Space |JJ =R = m ‘

_ « StatuzBar

HCTESTH  Qyiput -~

D16C =

: ; Taolb »

H#OTESTH _L : Fart x|

C:016E Breakpoints lay .

Redgister Addiess Yalue
H#CTESTH = PatternCPL; Eg_ I P00 I GiEE I
c:o170 emon Windows 1. 0Lk IR [IEE:
- _ POM1 F:0=84 O=0

HCTESTH  Debug'Windows # |7 POM2 P:0x85 =0

C:0173 ———————~in~a F1 P:0x30 OxFF

C:10175 v Eott P1M1 P DD

HCTESTH 1 Intemupt P1M2 P:0:92 Ox0

C:0177 e | Berial Egm E:g%? gxg

i 04 O

CTE# 112 RegP1l Miscellaneous Fan2 P2 |0

1 79 Tirner PTOAD P:0+F 6 00

H#CTESTH113 RorP1( CPU
CYci0i70 FO7 T Edviet

C:017E  312B acall | Flash Contol 0 Port i 4|

HOTESTH114: Delay| ;V'atchdog

C:0180 31EO acall I CJUEK

#CTESTH#115: RegP1l el

C:0182 850C90 mov Red. -

HOTFETHI1 A hrob =k B s AR

FIGURE 4.25: Target Menu

The available windows that may be opened depend on the microcontroller and
they may be Port, Interrupt, Serial and many others.

From any of there windows you may click on a variable to change its value.
Trace

The Trace menu allows the current Trace window to be opened, as well as
viewing the trace status. Trace functions are enabled in both emulation and
simulation modes.

The Trace window allows the current trace buffer to be viewed, display different
formats for the trace selected, filter data from the trace display and search data
patterns in the buffer. Go fo sets the cursor to the specified frame number.

Origin displays the window starting from the first recorded frame. Inspect shows
additional information about the variables recorded in the trace buffer.

Display Mode selects source code, disassembled instruction or mixed source and
disassembled code.

Time Stamps is used to display the absolute cycles (accumulated number of
cycles), absolute time (accumulated time according to the XTAL selection in the
Options menu) and relative cycles (number of cycles of each frame).

Clear Trace deletes all the accumulated data. Print to File saves the trace buffer
in a disk file.
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Lk |E

| Address | Instuction | Time |
23 01cs inz $1C3h 40.148ps
-28 o01cs simp $1BEN 37.977us
27 MEE seth o 36.892us
26 MEe7 moy a,DelayCht+1 35.807ps
25 MEe3a subb a.Delapalue+1 47228
-24 MEB mov a,DelayCnt F363Tps
-23 01BD subb a,Delay alue 32 852ns
22 01EF jnc CDELAY#29 30.382ps
-21 o1 inc DelayCnt+1 29.297us
20 mC3 moy a,DelayCnt+1 28112
19 01ch iz $1C3h 26.042ps
18 ocy sjmp $1BEh 23.872us
A7 MEE sethc 22.T86ps
16 MET? moy a,0elayCht+1 2.7 ps
-15 mEes subb a.Delaph alue+1 20.616ps
14 01BE mov a,DelayCnt 19531ps
13 01BD subb aDe T A46pz
12 O1EF jnc CDEL2 o Thpz
A1 001 incDelyc  Higind s
0 oca oy aDel  Inspect OBz

9 0cs inz $1C3h Display mode » f36us

4 01C3 simp $1B6 Time stamps P Mone

o ML S T S| Ahbzolute cycle
& oe? moy a,0el Clear trace TR

5 DIB3 subbaDe pitiofle ¥ Absalutz time
-4 O1EE moy a,0elamm— Relative cpcle:
-3 men subb a.DelayValue 4 Felative time
-2 01BF jnc COELAYH#23 2

-1 mci inc DelayCrt+1 1.085ps

FIGURE 4.26: Trace Menu

4.8. Run Menu

The Run menu commands execute the program being debugged. The following
options are available: Run, Execute Forever, Go to Cursor, Trace Into, Execute
to, Step Over, Animate, Instruction Trace, Continuous Run, Halt and Program
Reset.

Ceibo Debugger - [Ctest.c]

# File Edit View | Bun Breakpointy Options Window Help

o 20 2= P 0O e B E B R
— in()
= Trace into  F7
E ] ol R —
Eﬁegisters Step out Pl
L. 5P -
DEL Eresentaticr oy
DPH Bestart CireF2 Fl1 = PatternCPL:
i ALC — ' P1(5):
i B Break EtsBraak vy ;
e A m - - R ———

FIGURE 4.27: Run Menu
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The Go command executes the program continuously until either the program is
halted with the Halt key, or a breakpoint is reached. The F9 key is the hot key
that executes this command.

Go to Cursor

The Go to Cursor command executes the program until the instruction or source
line pointed by the cursor is reached. The current window must be a CPU window
or a Module window in order to determine which location to execute.

Trace Into

The Trace Into command executes a high-level language source line or a single
machine instruction. If your code module does not include debug information, the
Trace into command executes a single machine instruction that may be observed
in the CPU window. In case you have a code module with debug information,
this command executes a complete line step. The F7 key is the hot key that
executes this command.

Step Over

The Step over command executes a high-level language source line or a single
machine instruction. If your code module does not include debug information, the
Step over command executes a single machine instruction that may be observed
in the CPU window. The only exception occurs when your code has a CALL
instruction; then the program execution continues until it returns to the line
following the CALL instruction. If the program does not return to the next line it
will keep running. The F8 key is the hot key that executes this command.

Step Out

The Step out command executes a high-level language source lines until the end
of a function.

Presentation
This command steps automatically though the program.
Restart

The Restart command issues a hardware reset to the emulated Microcontroller,
causing all registers and on chip peripherals to return to their reset state. If you
loaded a program with the Startup Skip option, the program will execute the
startup code as well. Ctrl-F2 is the hot key for this command.

Break
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The Break command stops the currently running program. Ctrl-Break is the hot
key for this command.

4.9. Breakpoints Menu

The Breakpoints menu commands let breakpoints be set and cleared.

The following commands are available: Toggle and Delete All.
® Fle Edit Wiew Bun| Breakpoints Options Window Help

|=on g | s BOHEGE 0

Cielete Al

FIGURE 4.28: Breakpoints Menu
Toggle

The Toggle command sets or clears a breakpoint at whatever address the cursor
is pointing to in the CPU window or in the Module window. The program will
stop each time it reaches a line where a breakpoint has been set, or a global or
hardware breakpoint occurs. The F2 key is the hot key that executes this
command.

At..

The At command executes the program and stops the program at a specific
location. The address can be entered in any of the valid address formats.

Ceibo Debugger - [Etest.c] R EEETES
® Fle Edi Ve B points Optioris  Window  Help =@ x|
A = ; = ] =
[=imze |[acEdompion B E @G|
—————— void wain() =
(
Register Value |+ - 5 il
i inic): i
EERegisters FEBLR N
sP 010 ¢
DFL 000 ‘ Delay():
DFH 0:00 . RegPl = PatternCPL;
ACC 0:00 < CplP1(8) ;
B 000 . Delay():
Rl 0:00 . RorPL(7]
R2 (=00 < Delay().
R3 000 : ‘;:3‘;1(:, Breakat. @ Line  Address
R4 0:00 > :
i Cancel
5 won | |® i L‘
FE 0u00 . REGRL. =
R7 0:00 : ﬁ”i“i?'
- elay
B, Fon i . RegPl - PatteraRoL:
hit? &0 . RolP1(7) ;
BitF1 won || . batenis
4 » = .
B Modied| B oo | 1’ o
ﬂ Vaiiable [ Value |
B 0uFF
T[] Watch 1 (TVaIEh 2 Eteh S e d T 1A
For Help, press F1 |Ready  [SIM 0125 [PBSLPESDT  [Ln 117, CalB)| |

FIGURE 4.29: Breakpoint At..

Delete All
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The Delete All command deletes all the breakpoints from the program. This
includes software, hardware, or expression true global breakpoints. This
command is used when debugging is to be continued without stopping the
program at any previously set breakpoint location.

4.10. Options Menu

The Options menu allows adjustment of some options that have a global effect
on the conduct of the Windows Debugger, and the remote emulator system.

The following are the available options: Environment, Module List File, Mode,
Communication, Chip, Architecture, Debug Controls, Save Options and Restore
Default.

Ceibo Debugger - [Ctest.c]

® File Edt Miew Run Breakpoints | Options ‘Window Help

i} = = itoh = o —
[z 2% oo e o gQEO0@E
odule list fils... : :
=I—x! Mode 3
Walue Communication, -
- 2 o [
E_Fieglsters

[ 5P 0410 fie

[ DRL 0400

B 0x00 o Save Ophions ernCFPL;

AL 000  Restore Defaults

LB 0400 T

RO 0=00 . RegPl = PatternROR:

FIGURE 4.30: Options Menu
Environment

The Environment option allows you to control the general environment
parameters of Windows Debugger. The following options are available: Path,
Format and Interface.

Environment

Path |Farmat! Interface |

c:hmypath ‘ J

oK I Cancel I Help I

FIGURE 4.31: Options Menu - Environment - Path

The Path for Source List option defines the directory trees in which the debugger
will search for the source list files of your program.
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The Format option is used to set your preferred font and color for each window.

Environment

Path  Fomat | Inferface |

~Lategory —Eont B —
Al'windows il ICoulier New LI |1 2 _ﬂ
Cpu window
I emory YWindow ~ Color:
radule Window
i. i Wm B ackground Selection
tack Windo : Breakpo!nt Background
Target Window Ereakpoint Test
Trace Window Comment
‘Wanables ‘Window Errar B ackground
Wiatch Window =|| [|EmorTest . =l
~Sampls i~ Foreground ~Backaround ——
[ =1 ] =]
! |
Sample

Resetall |
Ok I Caricel I Help |

FIGURE 4.32: Options Menu - Environment Format

The Interface option selects the source language for your value entries and several
display options.

Environment

Fath |Fmﬁ1a’t Interfacel

~Source language
& C

© PLM

© Assembler

— Presentation

Delay time:  [1pn | ms

— T arget windaoiws

[ One space - Integer display format -
If the option is checked all targets | Decimal
will be browsed in & one tabbed & Hex
" Binar
Beep on breakpoints—————————————— - ¥
[ [ Enable | Al

Ok I Cancel | Help I

FIGURE 4.33: Options Menu - Environment Interface

The Language command determines the base and syntax of your entries. For
example, if you choose C Language, 55 is a decimal value and 0x55 is a
hexadecimal number. In case the Assembler is selected, you should type 55h to
enter the same hexadecimal value.

The Integer Display Format command defines the base of the display in the
Watches Window. You can select hexadecimal, decimal or both bases for
displaying your variables.
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Module List File

The Module List File option is used to set the list file name associated with each
module of the program being debugged.

The Module command will only allow access to modules with valid list files
found in your disk.

Use the File Find button to redefine the list file names and paths. First click on a
module name to select it. Then, use the File Find button to open the Module List
Files Dialog Box.

Whenever loading an ASM program for the first time, the default setting will be
the module name.LST. It is therefore recommended to keep the module name
equal to the list file name, as it will prevent you from having to configure this
setting. Otherwise you will need to assign the list file name for each module after
loading a new program to debug for the first time.

Modulesz list file

odule File Drirectary

CTEST CTEST.C D:ACEIBONCETDN
CIMIT CINIT.C  D:ACEIBONCEID,
COELAY  CDELA..  DeACEIBOSCEID

OF.

Cancel

4 | i3

FIGURE 4.34: Module List Dialog Box
Mode

The Mode option allows you to select the operation mode of Windows Debugger.
The following options are available: Emulation and Simulation.

Emulation: The Emulation Mode option sets the Debugger to operate in full
emulation mode. In this mode your program will be executed in real time on the
remote emulator system. This mode requires the use of a Ceibo Emulator
connected to your PC. Communication error will result if the emulator is not
found on the selected COM port.

Simulation: The Simulation Mode option sets the Windows Debugger to operate
in full simulation mode. In this mode, your program instruction execution will be
simulated by the debugger built-in simulator. This mode can be operated without
connecting any remote emulator system, thus allowing software debugging to be
done while the emulator is used for hardware debugging, or other projects. This
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is not a real-time mode; only basic functions are supported and not all SFRs
belonging to particular derivatives. Set the system to emulation mode, while
using the debugger with a Ceibo Emulator.

Ceibo Debugger - [Clest.c]

@ Fil= Edt View Run Breakpoints | Options ‘Window Help
= | dh T K2 J BENESE! Ervdiranment. .. Fﬁld“

Module list file...
=I ﬁl Mode Ermuilator

f—

Fiegister | walue [~ 0 Cornmunication, . W Sirnulatar
= =] Registers Chip...

1= Ox10 Erehitestine:,

DPL D0 . FeGuG ool

DPH (=00 - 5-3'\"6' GptiDﬂS ernCPL:

ALL Q) * EéEture.D efaults

i B (=00 * TEIEY [T -

RO (=00 * FeoFl = PatternROR:

FIGURE 4.35: Options Menu - Mode
Communication

The Communication option allows selection of the host PC COM port number to
be used for communication with the remote emulator system.

Make sure that there are no resident programs hooked up to the selected COM
port, when being used for remote emulation interface.

Communication E E

~ Paort

||‘i COM1 ¢ COM2  COM3 C cum\

- Baud ratelbps]
& 9600 51 ZaE G700
=0 £ aEdi g (=]

QK I Cancel |

FIGURE 4.36: Options Menu - Communication
Chip

The Chip option is used to tell the debugger which microcontroller is being used
by the emulator or simulator. It defines SFRs and other parameters accordingly.
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OO 2]

—Mendar — i Chip list—
ALL - X
Cancel |
~ Core

— Current Chip Info
80281 . .
B05T-4, Chip: | D583C4580
ROM:| B553E bytes
On-chip

|25I3 bytes

~ Chip D escrption
Plaase, select & chip and press 0K or press CANCEL. _:_I

L-|

FIGURE 4.37: Options Menu - Chip
Architecture

This command defines specific emulator options in case which are required by
the hardware configuration, as the same debugger supports many microcontroller
derivatives with different hardware emulators. The available options are Data
Map, Xtal and Halt Mechanism.

Data Map specifies the memory accessed by MOVX instructions. It can belong
to the on-chip memory or to the target board.

Architecture m

DATA Map |><ta| | Halt mechanism |

B ==

€ On - Chig

0K I Cancel Help

FIGURE 4.38: Architecture - Data Map

Xtal sets the clock frequency applied to the microcontroller. A programmable
clock generator is implemented in the emulator to support this feature.
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Architecture m

DaTAMap  #ial | Halt mechanism |

~tal frequency hHz

0K I Cancel Help

FIGURE 4.39: Architecture - XTal

Halt Mechanism sets the options to stop the emulation while it cannot be done by
a breakpoint. More details about this important setup are given in the Emulator
User Manual.

Architecture m

DATA, Mapl »tal Halt mechanism |

" Interrupt 0
" Interrupt 1

" Beset

0K I Cancel Help

FIGURE 4.40: Architecture - Halt Mechanism

Debug Controls
Debug Controls dialog is used to define the following:

Reload Setting: you may define whether the last loaded code will be
automatically reloaded or not. Automatic reloading is possible while powering
up the system or when a program reset is executed.

Origin Enable: this option specifies where the cursor will point to while stopping
the emulation. If the box is checked, that enables the origin and the cursor will
point to the actual program counter value in the CPU and Module windows. If it
is not checked, those windows will remain in the same state as they have been
while running the program.
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Debug Controls m

Reload settigs |

V¥ Reload after power up;

™ Reload after reset

o |

Cancel Help

FIGURE 4.41: Debug Controls

Save Options

Select this command if you want to save the setup while leaving the debugger.
This setup will be restored while invoking again the debugger. It saves window
layouts at any time and with any filename.

Restore Defaults

The Restore Defaults command allows you to load a configuration file from disk.
The configuration file should have been previously saved by using the Save
Options command.

4.11. Windows Menu

The Window menu allows various operations on the currently open windows with the
following commands: New, Tile, Cascade and Arrange Icons.

Ceibo Debugger - [Ctest.c]

% Fle Edit “iew Bun Breskpoint: Options | \Window Help

FIGURE 4.42: Windows Menu

4.12. Help Menu

S ;ew B2 as e DQEEOEE
Lazcade -
NE| voild 1 Tie Horzontally

EEaE, I Value I,. Tilz Yertically
- : A
D!:Eeglsters whi 5

i 010 { 1 PESLPCIOT

DFL 000 De v 2Clestc

OPH (=00 REGQFI = PatternlPL;

ACC 0x00 CplP1(g8):

The Help menu commands open a help window for whichever subject will be selected
from the menu. This menu offers the following options: Help Topics and About.
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Ceibo Debugger - [Cteszt.c]

% Fil= Edt Mew Run Breakpoint: Option: Window | Help

Hlﬂlﬂ|?ﬁ’ “E|§@@]:{>$}'{_}l{ Help Topics

FE | void wain() About Debugger. .
1 3

FIGURE 4.43: Help Menu

Not all the help contexts are listed, only the useful subjects and starting points. Shift-
F1 is the hot key that executes this command.

The About command displays the debugger software version.
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Traditional Ceibo Windows
Debugger

5.1. Introduction

The previous chapter gave you a general approach to the Windows Debugger menus
and commands. You will find a detailed description of the menus and their related
commands in the following paragraphs.

5.2. File Menu
The File menu options deal with operations external to the Windows Debugger, such
as loading programs for debugging, and leaving the application.

The available commands are: Load, Get Info, New and Exit.

This menu also provides a list of the last opened files, so you may load a file just by
clicking on the desired file name.

Load
The Load command loads a program for debugging from a disk.

You may select the directory and the file name to be loaded, as well as the format of
the file to achieve complete debug information compatibility. The supported file
formats are: Intel Hex, Intel ASM51 and PLM51 OMF51, Keil/Franklin extended
OMF, [AR/Archimedes UBROF, BSO/Tasking OMF51, Metalink ASM51, MCC
Software and general OMF51. Call Ceibo for additional format support.
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v |-

Ceibo Windows Debugger
Breakpoints Data Options Windows Help

Yiew BRun

Get info...

New
Exit Alt+F4

1 CACEIBOAWEBS1DACTESTS.ABS
2 CACEIBOVAWEBS1DATEST.ABS

3 CACEIBOVWEBS1DATESTS.ABS
4 CACEIBOVWEBS1DACTEST.ABS

FIGURE 5.1: File Menu

From the File Menu you can specify the Symbol Only option, thus loading only the
symbol information in the file for debugging ROM applications.

The Startup Skip option is used to run the program automatically until the first line of
your main program is reached.

= File Open
File Name: Directones:
[-abs: =] | c:\ceibo\webS1d - -
ctests abs = ceibo — N
test.abs
tote abs B meb1d
+ +

| Symbol only
List Files of Type: Drives:
KEIL/Franklin |+] | o diske |Ei B4 Startup skip

FIGURE 5.2: File Open Dialog

The Options button accesses the Set Options Dialog box, which lists the list of files
that may be loaded automatically for special hardware support. This subject is
explained in Chapter 7.

Get Info

The Get Info command displays a window showing the current state of your
computer resources software and system versions.

New

This command deletes all the symbol information loaded by the Load Command,
thus clearing symbols and code.
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Exit

The Exit command terminates the debugging session. The hot key Alt-F4 can also
be used to leave the debugger. The Windows Alt-Tab key sequence may also be
used to leave temporarily the session without closing it.

5.3. View Menu

The View menu commands open windows that display different aspects of the
program being debugged. The available commands are: Breakpoints, Variables,
Module, Watch, CPU, Registers, Performance Analyzer, Trace, Memory Space
and Target.

vIA

Help

Ceibo Windows Debugger
V(3" Run Breakpoints Data Options
Breakpoints
Yariables
Module F3
Watch
CPU
Registers
Performance analyzer
Trace »
Memory space b
Target 3

Windows

FIGURE 5.3: View Menu
Breakpoints

The Breakpoints menu commands let breakpoints be displayed, set and cleared. The
different options may be accessed through the Local menu of this window; type Alt-
F10 or click the right button.

The different breakpoint options available from the Local menu are:

Breakpoints
Breakpoint

Set options...

Bemove
EnablefDisable
Inspect

Delete all

FIGURE 5.4: Breakpoints Local Menu
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Set Options: This command is used to redefine the type of bus cycle, address
match condition, passcount and address of the selected breakpoint. Click first one
of the breakpoints on the left side of the window and then select the Set Options
command. Use this command to define the cycle type, address match condition,
address range and passcount.

Cycle: Use this option to specify the bus cycle or execution state of a breakpoint.
Address match: Selects the address qualification mode.

Address: Address ranges may be defined by selecting range and length and
entering the corresponding addresses separated by a comma or a blank space. The
format for an address range is: address, length.

Passcount: From the Set Options Dialog Box you may define the passcount
value, thus selecting the number of occurrences before the program actually stops.

= Set options
Cycle Address Match
o Rtk Al  Match All V e
> Read memory > Not Equal
= Write memory < Equal
+ Access memory + Less or equal
:  Great or equal xtancel
o bntesand Aok  Range
Address Pasgscount
‘ [0x0172 | ‘ [ ? s

FIGURE 5.5: Set Options

Add: This command is used to set a new breakpoint. The operation is similar to the
above Set Options, with the difference that you do not need to select an existing
breakpoint from the window.

Remove: Use this command to cancel a selected breakpoint.

Enable/Disable: Sets the status of the selected breakpoint without removing it or
affecting its definition.

Inspect: Displays the information regarding the code location, such as module name
and CPU address.

Delete All: Removes all the defined breakpoints.

Variables
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The Variables command opens a Variables window displaying a list of the program
global (or public) and local symbols, and their locations. The window is split into two
sections. The upper area shows the global symbols while the lower one displays the
local symbols.

= Variables

_CplP1 void () C:@17@
_RolPA1 void () ti12cC
_RorP1 void () B14E
Delay void () @168
DelayCnt unsigned int D:B888E

DelayValue unsigned int D:8813
Init void () C:B11C [ +]

CplCnt unsigned char D:888D
CplHo unsigned char D:888C

FIGURE 5.6: Variables Window
The Local menu of the Variables window has two useful commands:

Watch: Adds a variable to the Watches window. Click first the desired variable to
highlight it and then you may include it to the Watches Window by using the Local
Menu.

Inspect: Displays all the available information about the highlighted variable.
Module

The Module command opens a Module window showing the list file of the selected
module.

B Modue |

Module List :

CINIT
CTEST

FIGURE 5.7: Module List

A module to be viewed can be picked from a list of the current program available
modules. Only modules which have a corresponding list file will appear in this pick
list.
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This command will be disabled if no debug information has been loaded.
F3 or the button in the Speed Bar are the hot keys for this command.
The Module window title indicates the module name currently being viewed.

List and source files may be in different directories and the software should know about
it. The Options menu gives the possibility to define the path for the files and filenames.

From the Module window you may open the Local menu with the following options:

H Module :CTEST File:CACEIBOAWEBS1DACTEST.C n |
b

F=
i Function : main
7 Main function

* . Inspect...
vold maing) \Watch

{

init(); Line...
i et Search...
{ ol
Delay(); Mext
Reg P1 = PatterncCl Origin
CplP1(8);
Delay(); New pc  Alt+Ctrl+N
Reqg P1 = PatternROR;
RorP1({7¥};

FIGURE 5.8: Module Local Menu
Inspect: This command provides all the available information on the selected variable.

Watch: Use this command to add the variable pointed by the cursor to the Watches
window.

Line: Specifies the line number of the source file to be displayed in the Module
window.

Search: The Search command may be used to locate any string in the Module window.

Next: This command searches the next location of the string specified by the Search
command.

Origin: The Origin command refreshes the screen to the current position of the
program counter.
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New PC: This command sets the program counter to the current position of the cursor.
Stack operations and variable values may be affected by this redefinition of the program
counter.

Watches

The Watches command opens a Watches window showing the value of variables
specified from the Data menu. Different Local menus may also be used to enter new
variables. These Local menus are available in the Watches, Module and Variables
windows.

= Watches nn

Delay void {) BC:0x188
Reg_P1 Watch... Ins lyncigned char *\xFF"

CplP1 void () BC:8x178@
PatternCPL Bemove Del [l ETSRY R
PatternROL Delete all unsigned char *\@8°'

Change...

FIGURE 5.9: Watches Local Menu
The Local menu of the Watches window has the following options:

Watch: Use this command to add a new variable to the window. You may enter
any predefined symbol like P1, P1.0, R3, ACC, etc. or make an absolute reference
using the first letter to define the variable type followed by a colon and the
address. Furthermore, absolute references may be expressed with a length.

The syntax is:
absolute reference:address,length

Absolute references are D for the on-chip RAM, X for external RAM accessed
by MOVX instructions, P for ports and any SFR (special function registers), C
for code memory and B for bit memory (below 80H is for RAM bits and above
that value represents SFR bits). Some examples are:

D:100,5

X:MYSYMBOL,2

B:0X80,5

B:P1.0,8

P:0XFE
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Addresses are entered using the syntax of the selected language in the Options menu.
Length is always decimal.

Edit: This command is used to modify the selected watch name.

Remove: The Remove command deletes the selected variable from the Watches
window.

Watches nu

unsigned char "‘xFF'
byte 8,0,8,08,8
byte 8,8

[ e i g |
v 5 e e g s e e e B
byte 255

FIGURE 5.10: Watches Window
Delete All: This command clears the Watches window.

Inspect. The Inspect command may be selected to get the address information of the
selected variable.

Change: The Change command permits the modification of variable contents. Your
entries use the syntax of the selected language in the Options menu. For example, if
you select C and you want to enter 9Fh, just type 0x9F. The 9FH entry is recognized
if the selected language is ASM or PLM. In case that you are using Pascal, enter $9F.
A string may be changed by entering values separated by commas or blank spaces.

CPU

The CPU command opens a CPU window displaying the disassembled instructions of
your program, the Stack, the internal Registers and any memory space according to the
Local menu selection.
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= B0 |-
HCTESTH7S: init(); +[SP B8x16 P=@
C:8187 12811C  1lcall Init DPL Bx8 [F1=8
HCTESTH7S: Dela DPH B8x8 [OU=8
C:818A » 128188 1call Delay PSUW B8xB8 |RSB=8
HCTESTH79: Reg_P1 = PatternCPL; [ACC B8xB8 |RS1=8
C:818D 851898 mov Reg_P1,18h B B8x8 [F8=8
HCTESTHEB: CplP1{8); R A B8x8 [AC=8
C:8198 7Fe8 mov r7,#88h R1 Bx8 [CY=8
C:8192 128178 1call _CplP1 R2 8z8
HCTESTHE1: Delay(); R3 Bz8
C:8195 128188 1lcall Delay R4 8x8
HCTESTH#HE2: Reg_P1 = PatternROR; [R5 8x8
C:8198 851298 mov Reg_P1,12h Y iE]]

R7 8x8
(el 1 >
D-00 B0 B8 A0 A0 60 6O B0 ....... [+]|-0 6x01 +
D:87 68 60 60 68 60 A0 6O . -1 8x8A
D:BE 68 60 68 668 60 A0 6@ . -2 8x88
D:15 8A ©@1 B0 6O B8 6O 68 ... -3 0x88
D:1C 68 B0 60 B8 60 A8 BO -4 6x88
D:23 6 @0 B0 60 B0 B0 68 ....... -5 6x88
D:2h 6 @O BO 6O @O B0 6O ....... +|-6 8z88 ¥

FIGURE 5.11: CPU Window

An instruction may be displayed with symbol information, and mixed with source
code lines.

You may also patch-up code using the built-in assembler.

The CPU window is divided into five sections: disassembled code, registers,
status bits, stack and memory. Each of them has its own Local menu.

From the disassemble section the Local menu enables the following commands:
Go to: This command is used to set the cursor to any desired address.

Origin: The Origin command refreshes the screen to the current position of the
program counter.

Toggle Source: This command toggles between pure disassembled code and
code embedded with source line numbers.

Assemble: The Assemble command is used to on-line modify your code. The
syntax of this command is fully explained in the On-Line Assembler chapter.

New PC: This command sets the program counter to the current position of the
cursor. Stack operations and variable values may be affected by this redefinition
of the program counter.

Print to File: Use this command to save any portion of your code in ASCII
format to a disk file.
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HCTESTHYS: init(};
[C-8187 A12811C 1call Init

HCTESTHYB: Delay();

[Cz818A »128188 1call Delay
HCTESTHTO: n[:PL;
IC:818D 851898 -
HCTESTH#8O: Origin
C:0190 7F08 Toggle source
CZ8192 120178 | Accemble...
HCTESTHE - o
[C-:B19% 1281088
HCTESTHEZ - Print to file... nROR ;
C-8198 B51298 Twv ney ri, 120

New pc

FIGURE 5.12: Disassembly Local Menu

The registers and status bits sections in the CPU window are similar to the
Register window. The Local menu is explained in the description of the Registers
window.

The stack section of the CPU window shows the stack bytes with the associated
addresses relative to the stack pointer. For example, the address -2 means stack
pointer contents minus 2. The Local menu of this section has the following
commands:

Go to: This command is used to set the cursor to any stack position.

Origin: The Origin command refreshes the screen to the current position of the
program counter.

Change: You can use this command to modify the stack contents.

FIGURE 5.13: Stack Local Menu

The memory section of the CPU window has the same Local menu as the Memory
Space windows in the View menu, with the addition of the capability to change
the type of memory displayed in the CPU window: external data, on-chip RAM
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or code. The explanation of the Local menu commands is given in the Memory
Space windows description.

Registers

The Registers command opens a Registers window where the flags and current
CPU registers state appear.

The Registers are displayed according to the selected microcontroller in the
Options menu, Architecture and Chip commands.

The Local menu of this window has the following commands:

Toggle: This command is available for the register bits and clears or sets the
selected bit state.

Increment: Adds one to the current value of the selected register byte.
Decrement: Subtracts one from the current value of the selected register byte.
Zero: Clears the selected register byte.

Read: The Read command forces the reading of the specified register. This is a
useful command in case that the register is affected by the reading operation.

Change: Use this command to modify the selected register.

Update: Reads all the registers to update the window.

Increment Gray +

AGC Decrement Gray -
gu £ZEro Gray ™
R1 Bt:ad

R2 Change...

R3 Update

R4 CEL]

RS axa

RO axa

R7 axa

FIGURE 5.14: Registers Window
Performance Analyzer

This command processes the information recorded in the trace buffer and provides a
graphics representation of the executed modules and the percentage of time spent in
each of them.
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= [ 1 : A0 A - | &
0 ] 100
| I |
DELEY A
o i
ROLPT [ R
RORPT I G5
CPLP1  IEE
MAIN B22%

FIGURE 5.15: Performance Analyzer

The local menu of this window may be used to get more useful information about your
software performance.

Performance analyzer il
0 LD 100

[PELEY

R Confiqure... D
ROLP1 Refresh
RORF1 Info...

SERLEEY Delete

MAIN =

FIGURE 5.16: Performance Analyzer - Local Menu

Configure: A dialog box allows the selection of the functions belonging to the module
that you may want to include in the performance analysis. Just select the desired module
and then the respective functions. Furthermore, if you desire to define your own address
range, click the [user defined...] line and the Add button. Then, you will be able to select
a customized address range to analyze.
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= Add user-defined range

Aliaz
|me 100 to 200 user-def range |

Start Stop

FIGURE 5.17: User Defined Dialog Box

Refresh: This command reads again the trace buffer and recalculates the performance
of the modules.

Info: Displays information about the module selected by the cursor in the window.
Trace

The Trace menu allows the current Trace window to be opened, as well as viewing the
trace status. The Trace functions are enabled in simulation modes only.

= eibo ifi [Jebugqge v | =~
Eile ; Bun Breakpoints Data Options Windows Help
Breakpoints
Yariables

Watch

CPU

Registers
Performance analyzer
Memory space Trace triggers...
Target

Trace status...

FIGURE 5.18: Trace Menu
The following options are available: Trace Dump, Trace Triggers and Trace Status.

Trace Dump: The Trace Buffer Dump command opens a Trace window allowing the
current trace buffer to be viewed, different display formats for the trace selected, data
from the trace display filtered and data patterns in the buffer searched (see Figure 5.19).
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The Local menu of the Trace Dump windows provides many useful functions to setup
the operation of the trace and manipulate the accumulated information.

Trace Dump

Inztruction

FIGURE 5.19: Trace Dump

These functions are:

Go to: Sets the cursor to the specified frame number.

Origin: Displays the window starting from the first recorded frame.

Display Mode: A selection of source code, disassembled instruction or mixed source
and disassembled code is available.

Time Stamps: You can display the absolute cycles (accumulated number of cycles),
absolute time (accumulated time according to the XTAL selection in the Options menu)
and relative cycles (number of cycles of each frame).

Filters: Defines the trace filters of the displayed data. You may specify which
instructions or sequences are of your interest.

Trace Triggers: This command is the same as available from the Trace Menu and it is
explained separately.

Inspect: You may display additional information about the variables recorded in the
trace buffer.

Clear Trace: Deletes all the accumulated data.

Trace Status: This command is the same as available from the Trace Menu and it is
explained separately.

Read all Trace: Gets all the recorded data from the trace buffer for performance
analysis, absolute time stamp calculations, etc.

Print to File: Saves the trace buffer in a disk file.
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Trace Triggers: This command sets the trace control to the selected option to start and
stop the recording.

The different buttons and functions are:

Run begins: When execution is started, the trace buffer will capture data from the start
program execution until the trace buffer is filled. This mode automatically selects the
Stop when Full option.

Halt ends: Trace buffer capture is enabled and data is continuously collected until the
break condition occurs. In this mode, the trace buffer will be filled with bus cycles
immediately preceding the break condition.

From event: Trace capture begins when the Start event trigger condition is satisfied
and continues until the program stops due to a breakpoint or Halt command. In this
mode, the trigger event will be found in the beginning of the trace buffer contents. After
clicking this button you must select the Start event button to complete the trigger
definition.

= Trace triggers

| Start event I | Stop event I

* Bun begin

 Halt ends | Stop when Full

- DL _| Break when full

> Until event

¢ 0K xliancel ? Help

FIGURE 5.20: Trace Triggers

Until event: Trace capture is enabled and the trace buffer filled until the Stop event
trigger condition is satisfied. In this mode, the trigger event will be found in the end of
the trace buffer. After clicking this button you must select the Stop event button to
complete the trigger definition.

Dual event: This option combines both From and Until events, therefore you have to
complete the selection by defining Start and Stop events.

Start event: Select the Start event button to define the trigger conditions for trace modes
using a start event. This button will be dimmed if the selected trace mode does not
require a start event.
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Stop event: Select the Stop event button to define the trigger conditions for trace modes
using a stop event. This button will be dimmed if the selected trace mode does not
require a stop event.

After selecting the Start or Stop event buttons, the Set Trace Trigger dialog box will be

displayed.
= Set Trace Trigger

Cycle Address Match
 Matoh AR ~ Match All V o
 Read memory > Not Equal
> Write memory < Equal
 ACces: memory > Less or equal
“ Execute > Great or equal anncel
o bmlersd Aok > Bange

Address Paszzcount

‘ [#CDELAYSHS | | [ ? Help

FIGURE 5.21: Set Trace Trigger Dialog Box

A trace trigger is the means for selecting the criteria for capturing an execution trace in
the target system trace buffer. As we will see, setting a trace event and a hardware
breakpoint are in fact the same operation. The only difference between the two
operations is that action for a tracepoint is to turn the trace buffer on or off while
breakpoints are used to implement the various breakpoint actions.

The Trace Trigger definition is used to define the condition used to start trace data
collection. When this option is selected, a dialog box containing field for selecting the
bus cycle type, address and data bus contents is displayed and you are prompted to fill
in the conditions used to trigger the trace collection hardware in the target system.

When a trace trigger is defined, each field of the dialog box is combined to specify the
event. Trace triggers operate on the recognition of user-defined events, using
combinations of the following controls.

Cycle: Use this option to specify the bus cycle or execution state to be used in defining
the trace trigger condition.

Address Match: Selects the address qualification mode. If any mode other than Match
All is selected, the Address input box must be filled in with the address or address range
to be recognized by the trace trigger. Addresses can be entered as symbols, modules
and line numbers or as physical addresses.

Passcount: Selects the number of times the event will be recognized before the trace
trigger occurs.
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When all the condition have been specified, select OK to confirm the trace trigger setup.

Trace Status: The Trace Status command displays a window showing the current state
of the trace. This includes trace state (recording/halted), trace overflow indication and
number of frames currently in the trace buffer.

= Trace Status

Trace state : Halted

Trace Point Number : 0x205

Trace mode : Mot Full

‘ TP recording : Recording

v

FIGURE 5.22: Trace Status
Memory Space

The Memory Space command opens up to three windows where the specified areas of
memory are displayed. The data can be viewed as raw hex bytes with
their corresponding ASCII representation.

From this command you may open a window with internal data memory (Data),
external data memory (XData) or the code memory (Code).

Ceibo Windows Debugger nn
File RYI3"8 Run Breakpoints Data Options Windows Help

lIH Breakpoints
Variahles

Watch
CPU
Registers
Performance analyzer
Trace M
Memory space

FIGURE 5.23: Memory Local Menu
Any of the three memory spaces has a Local Menu with the following commands.
Go to: This command is used to set the cursor to any desired address.

Search: Use this command to find a data value in the window.
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Next: Locates the cursor in the next finding of the data value specified by the Search
command.

Change: This command modifies the contents of the selected data memory. These
data bytes may be written sequentially with blank spaces or commas between them, if
you need to specify a string, i.e. 11, 22, 33, 44, 55, where the base is specified according
to the selected language in the Options menu.

Block: The Block command is very useful to manipulate the data. You can clear all
the data, set it to any value, move portions of the memory space, read a file and put its
contents into the memory and write any portion of the memory to a disk file.

Data [ON CHIP RAM] -
D:-46 OO OO G0 OO GO OO GO 60 00 @0 .......... B
D:50 @ A0 G0 OO G0 OO G0 60 60 @0 .......... _
p:5A] Goto... ) 90 0O 00 60 00 80 ..........

D:64 Gearch.. [ 98 88 B0 80 68 88 ..........
D:6E . 3 B 08 G0 6@ A8 B0 ..........
p:=78 - ) 90 0O G0 60 00 80 ... .......
p:a2| Change.. s gp oo 60 66 60 60 ..........
D:oc 3080 60 80 ..........
[, f it S 380 68 B8 .. ........

p:28 80 00 @@ ( S€t- 380 60 08 .......... |
D:2n 68 P8 60 ( Move.. 3 gp @B B8 .......... +
' Read... '

Write...

FIGURE 5.24: Block Menu
Target

This command opens different windows that are related to the target microcontroller
emulated or simulated by the debugger. The available windows that may be opened are
Port, Interrupt, Serial, Miscellaneous, Timer, Power, PWM, Watchdog and others
depending on the selected chip type.. From any of there windows you may use the Local
menu to carry out the same functions described in the Registers window: Increment,
Decrement, Zero, Read, Change and Update.
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Ceibo Windows Debugger

File R3S Run Breakpoints Data Options Windows Help
Breakpoints

Variables

Module F3
Watch

CPU

Registers

Performance analyzer
Trace »
Memory space »

Interrupt
Serial

Timer
Power

FIGURE 5.25: Target Menu

5.4. Run Menu

The Run menu commands execute the program being debugged. The following options
are available: Run, Execute Forever, Go to Cursor, Trace Into, Execute to, Step Over,
Animate, Instruction Trace, Continuous Run, Halt and Program Reset.

Run

The Run command executes the program continuously until either the program is halted
with the Halt key, or a breakpoint is reached.

The F9 key is the hot key that executes this command.

= eibo do [Jebuqgqge bl I

File View Qi Breakpoints Data Options Windows Help

Go to cursor F4
Trace into F7
Step over F8
Execute to... Alt+F9
Execute forever
Animate...

Instruction trace  AlH+F7
Continuous run...

Program reset Ctrl+F2

Figure 5.26: Run Menu
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Execute Forever

The Execute Forever command executes the program being debugged continuously
until halted with the Halt key.

Any breakpoints set are temporarily deleted, until halting program execution.

This is useful for temporarily running the program without interruptions, and without
having to delete all the previously set breakpoints.

Go to Cursor

The Go to Cursor command executes the program until the instruction or source line
pointed by the cursor is reached.

The current window must be a CPU window or a Module window in order to determine
which location to execute.

The F4 key is the hot key that executes this command.
Trace Into

The Trace Into command executes a high-level language source line or a single machine
instruction.

If your code module does not include debug information, the Trace into command
executes a single machine instruction that may be observed in the CPU window.

In case you have a code module with debug information, this command executes a
complete line step.

The F7 key is the hot key that executes this command.
Execute To

The Execute To command executes the program and stops the program at a specific
location. The address can be entered in any of the valid address formats.

Alt-F9 is the hot key that executes this command.
Step Over

The Step over command executes a high-level language source line or a single machine
instruction.

If your code module does not include debug information, the Step over command
executes a single machine instruction that may be observed in the CPU window. The
only exception occurs when your code has a CALL instruction; then the program
execution continues until it returns to the line following the CALL instruction. If the
program does not return to the next line it will keep running.
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The F8 key is the hot key that executes this command.
Animate
The Animate command is a self-repeating Trace into command.

The source lines or instructions are continuously executed until any key is pressed.
CEIBO Debugger shows changes reflecting the current program state between each
step; this allows you to watch the program control flow.

The Animate Speed dialog box prompts you for the rate at which animated steps will
be executed.

1 | [2]

VDK anncel ?Help

FIGURE 5.27: Animate Speed
Instruction Trace
The Instruction Trace command executes a single machine instruction.

Use this command for the following: trace into a function in a module that was not
compiled with debug information or watch execution of instructions which belong to a
source line.

Alt-F7 is the hot key for this command.
Continuous Run

This command executes the program and breaks automatically to refresh all the
windows according to the halt intervals defined in the dialog box.

Halt
The Halt command stops the currently running program.

This command will be disabled if there is no program currently running. Ctrl-Break is
the hot key for this command.

Program Reset
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The Program Reset command issues a hardware reset to the emulated Microcontroller,
causing all registers and on chip peripherals to return to their reset state. If you loaded
a program with the Startup Skip option, the program will execute the startup code as
well.

Ctrl-F2 is the hot key for this command.
5.5. Breakpoints Menu
The Breakpoints menu commands let breakpoints be set and cleared.

The following commands are available: Toggle, Breakpoint at, Change Memory
Global, Expression True Global and Delete All.

= eibo do [ebuqgqge S

File VYiew Bun B[O Data Options WWindows Help
DOOIE

Change memory global...

Expression true global...

Hardware breakpoint... Alt+F2

Delete all

FIGURE 5.28: Breakpoints Menu
Toggle

The Toggle command sets or clears a breakpoint at whatever address the cursor is
pointing to in the CPU window or in the Module window.

The program will stop each time it reaches a line where a breakpoint has been set, or a
global or hardware breakpoint occurs.

The F2 key is the hot key that executes this command.
Expression True Global

The Expression True Global command allows setting a breakpoint that will occur when
the value of the specified memory space location matches the specified data value. This
command is available in simulation modes only.

Change Memory Global

This command may be used to set a breakpoint on access to any specified memory
space, regardless of the data contents. The Change Memory Global command is
available in simulation modes only.

Hardware Breakpoint
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This command opens a dialog box to set a breakpoint according to the cycle, address
and number of occurrences. The Add Breakpoint Dialog box has been explained in the
Set Options Dialog box of the View menu and Breakpoints Local menu.

Delete All

The Delete All command deletes all the breakpoints from the program. This include
software, hardware, or expression true global breakpoints.

This command is used when debugging is to be continued without stopping the program
at any previously set breakpoint location.

5.6. Data Menu

The Data menu commands permit the examination of variables and symbols in the

program.
= Eibo do [Jebugqge v | -
File View Bun Breakpoints QG Options WWindows Help

D E 1
Evaluate...
Add watch... Ctrl+F7

FIGURE 5.29: Data Menu
The following commands are available: Inspector, Evaluate and Add Watch.
Inspector

The Inspect command prompts you for a symbol name to be inspected, if the specified
symbol is found in the current program debug information, the relevant information on
this symbol is displayed, this includes type, memory space reference and location.

You cannot change the inspected variable value from this command. Use the Watch
Change command from the Watches window for modifying variable values.

Evaluate

The Evaluate command opens a dialog box which prompts you for an expression to
evaluate. Then evaluates it according to the selected language in the Options menu.

Add watch

The Add Watch command prompts you for a variable name, or a memory space
reference, and places it on the watch list displayed in the Watches window.

5.7. Options Menu

Chapter 5, Traditional Ceibo Windows Debugger 5-23



The Options menu allows adjustment of some options that have a global effect on the
conduct of the Windows Debugger, and the remote emulator system.

Ceibo YWindows Debugger
Breakpoints Data EeULEN Windows Help
Environment

File Yiew Run

Path for source...
Module list file...

Communication port
Communication baud

Mode
Architecture

- - v

v Save settings on exit
Save setup...
Bestore setup...

FIGURE 5.30: Options Menu

The following are the available options: Environment, Path for Source, Module List
File, Communication Port, Communication Baud, Mode, Architecture, Save Settings
on Exit, Save Setup and Restore Setup.

Environment

The Environment option allows you to control the general environment parameters of
Windows Debugger.

The following options are available: Language, Integer Display Format and Beep on
Breakpoint

Language: The Language command determines the base and syntax of your entries.
For example, if you choose C Language, 55 is a decimal value and 0x55 is a
hexadecimal number. In case the Assembler is selected, you should type 55h to enter
the same hexadecimal value.

Ceibo Windows Debugger

| File View Run Breakpoints Data JJIIIEN Windows Help |

Language »| Environment 3

Integer display format  » Path for source
+/ Beep on breakpoint Module list file...

Communication port
Communication baud

Mode
Architecture

ywv| v w

+ Save settings on exit
Save setup...
Restore setup...

FIGURE 5.31: Environment Options
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Integer Display Format: The Integer Display Format command defines the base of the
display in the Watches Window. You can select hexadecimal, decimal or both bases
for displaying your variables.

Beep on Breakpoint: This option toggles On and Off the beep sound generation
whenever a breakpoint is reached.

Path for Source

The Path for Source List option defines the directory trees in which the debugger will
search for the source list files of your program.

The source list files are first searched for in the directories specified by this command,
followed by the current directory and finally in the directory from which the program
was loaded.

The syntax for this command is: directoryl, directory?2;..., thus allowing definition of
several paths.

Module List File

The Module List File option is used to set the list file name associated with each module
of the program being debugged.

The Module command will only allow access to modules with valid list files found in
your disk.

Use the File Find button to redefine the list file names and paths. First click on a module
name to select it. Then, use the File Find button to open the Module List Files Dialog
Box.

= Module list file dialog

CDELAYS : CDELAYS.C
CINITS : CINITS.C
CTESTS :CTESTS.C

V K xcance| s ? Help

FIGURE 5.32: Module List Dialog Box
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Whenever loading a PLM or ASM program for the first time, the default setting will be
the module name.LST. It is therefore recommended to keep the module

name equal to the list file name, as it will prevent you from having to configure this
setting. Otherwise you will need to assign the list file name for each module after
loading a new program to debug for the first time.

Communication Port

The Communication port option allows selection of the host PC COM port number to
be used for communication with the remote emulator system.

Make sure that there are no resident programs hooked up to the selected COM port,
when being used for remote emulation interface.

Communication Baud

The Communication Baud option allows selection of the RS-232 interface baud rate to
be used for communication with the remote emulator system.

You can toggle between High and Low options. Low baud rate is set to 9600 baud, and
High baud rate is set to the maximum baud rate possible at time of selection, up to the
maximum of 115K baud.

The baud rate synchronization is done in the software. There is no need to change any
setting on the remote emulator system, whenever changing the baud rate.

Mode
The Mode option allows you to select the operation mode of Windows Debugger.
The following options are available: Emulation, In-Circuit Simulation and Simulation.

Emulation: The Emulation Mode option sets the Debugger to operate in full emulation
mode. In this mode your program will be executed in real time on the remote emulator
system.

This mode requires the use of Ceibo's real time emulator systems. Communication error
will result if the emulator is not found on the selected COM port.

In-Circuit Simulation: The In-Circuit Simulation Mode option sets the Windows
Debugger to operate in a special simulation mode.

In this mode your program instructions will be simulated by the debugger built-in
simulator, but any SFR references will be transferred to the remote emulator system,
thus causing ports and other SFRs to change while simulating.

This mode requires the use of EB-51 connected to your PC. Communication error will
result if the emulator is not found on the selected COM port.
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Simulation: The Simulation Mode option sets the Windows Debugger to operate in full
simulation mode. In this mode your program instruction execution will be simulated by
the debugger built-in simulator. This mode can be operated without connecting any
remote emulator system, thus allowing software debugging to be done while the
emulator is used for hardware debugging, or other projects.

Architecture

The Architecture option allows you to control and configure the remote emulator
system options.

The available options are: Chip, Map Code, Map Data, Xtal, Halt Mechanism, Interrupt
Shared and Reset.

Chip: This command selects the emulated microcontroller type.

Selected chip 80C31
¢ 0k

Selected group  All

Chip list :

FIGURE 5.33: Chip Dialog Box

Map Code: This command does not apply for EB-51, where code is always

mapped as belonging to the system and not to a target board.

Map Data: The Map Data command allows you to define the data memory as belonging
to the emulator or to your target hardware. Data memory is accessed by MOVX
instructions.

Xtal: Use this command to tell the software which crystal frequency you are using.
With this value the system will be able to calculate time events as displayed in the Trace
window.

Halt Mechanism: The Halt Mechanism option allows you to select the method used for
halting real time emulation. Refer to Chapter 7 for further explanation.
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Ceibo Windows Debugger
File Y¥iew Bun Breakpoints Data gelhLEN Windows Help
Environment 3

Path for source...
Module list file...

Communication port 3
Communication baud »
[

Mode
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Map code M/ Save settings on exit
Map data " save setup...
Xtal...

Restore setup...

Halt mechanism »

Interrupt shared [ 3

INT 1
Timer 0
Timer 1
Polled

Reset

Beset [ 3

FIGURE 5.34: Halt Mechanism

The available methods include: Interrupts, Reset and Polling.

Interrupt Int0: Selecting Int 0 as the Halt mechanism will configure the EB-51, so that
interrupts on port INTO of the target emulated Microcontroller will halt the program
running in real time, whenever the Halt command is issued. This interrupt can also be
shared with the user interrupt routine. Use the Interrupt shared option to set this.

Interrupt Intl: Selecting Int 1 as the Halt mechanism will configure the EB-51, so that
interrupts on port INT1 of the target emulated Microcontroller will halt the program
running in real time, whenever the Halt command is issued. This interrupt can also be
shared with the user interrupt routine. Use the Interrupt shared option to set this.

Interrupt Timer 0: Selecting Timer 0 as the Halt mechanism will configure the EB-51,
so that interrupts on Timer O overflow will halt the program running in real time,
whenever the Halt command is issued. This interrupt can also be shared with the user
interrupt routine. Use the Interrupt shared option to set this.

Interrupt Timer I: Selecting Timer 1 as the Halt mechanism will configure the EB-51,
so that interrupts on Timer 1 overflow will halt the program running in real time,
whenever the Halt command is issued. This interrupt can also be shared with the user
interrupt routine. Use the Interrupt shared option to set this.

Polled: Selecting Polled as the Halt mechanism will configure the EB-51, so that user
polling of the supplied monitor routine will halt the program running in real time,
whenever the Halt command is issued. It is your responsibility to add the monitor call
instruction in any main or time consuming loop of your program, in which you want
the Halt command to be operative. This option is intended for applications who require
the use of all the emulated Microcontroller resources and interrupts.
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Reset: Selecting Reset as the Halt mechanism will configure the EB-51, so that
hardware reset will halt the program running in real time, whenever the Halt command
is issued. This will evidently cause a Halt command to always stop the program at
location 0000h. Information on the whereabouts of your program before issuing the
Halt command will not be available. This option is intended for applications who
requires the use of all the emulated Microcontroller resources and interrupts.

Interrupt Shared: Select this option when you want to stop the emulation by using an
interrupt that is also being used in your application code.

Reset: The Reset command enables, or disables the reset input from the target hardware
while running. When enabled and the program is running, the external target reset
signal is connected to the emulated Microcontroller.

When disabled, this signal is disconnected from the emulated Microcontroller.

This is useful in systems with external watchdog circuitry, whenever it is desired to
disable the watchdog operation.

Save Settings on Exit

Select this command if you want to save the setup while leaving the debugger. This
setup will be restored while invoking again the debugger.

Save Setup

The Save Setup command allows you to save the options set in the options and window
layouts at any time and with any filename.

Restore Setup
The Restore Setup command allows you to load a configuration file from disk.

The configuration file should have been previously saved by using the Save Setup
command.

5.8. Windows Menu

The Window menu commands allow various operations on the currently open windows
with the following commands: Tile, Cascade, Close all and Restore Standard.

Ceibo Windows Debugger
File Yiew Bun Breakpoints Data Options

Windows
Tile
Cascade Shift+Fb6
Close all

Bestore standard

FIGURE 5.35: Windows Menu
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5.9. Help Menu

The Help menu commands open a help window for whichever subject will be selected
from the menu. This menu offers the following options: Index, Topic Search and About.

Ceibo Windows Debugger
File Yiew Run Breakpoints Data Options Windows [l

Index Shift+F1
Topic search Ctrl+F1
Using help

About...

FIGURE 5.36: Help Menu
Index

The Index command displays a list of help topics. Not all the help contexts are listed,
only the useful subjects and starting points.

Shift-F1 is the hot key that executes this command.
Topic Search

The Topic Search command find specific information about the debugger features and
commands.

Alt-F1 is the hot key that executes this command.
About

The About command displays the debugger software version.
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CHAPTER 6

6

Working with the Hardware

6.1. Introduction

Follow the steps of the session example for a quick introduction to the In-Circuit
Simulation Mode.

The In-Circuit Simulation Mode option executes your program instructions with the
simulator, but affects the Special Function Registers (SFR) of the microcontroller
installed in the EB-51. Thus, ports and other SFRs will be altered while executing your
program.

Although this working mode is not in real time, it easily checks your hardware like in
the emulation mode and enables the Trace and some other useful functions.

Therefore, until your program properly interacts with your application hardware, use
the In-Circuit Simulation Mode to debug and integrate the hardware and software.

6.2. Starting-Up
1. Invoke the debugger.

2. Select the Options Menu, choose the right Communication Port and set the Mode
to In-Circuit Simulation.

3. Apply a Reset by pressing Ctrl-F2. Now you are ready to operate the system in the
In-Circuit Simulation Mode.

6.3. Port Testing

The following steps describe how to test a port connected to a target hardware. The
simple program you are going to try is a counter on Port 1 acting as output.

1. Select the View Menu and open the Watches Window.
2. Add P1 (Port 1) to the watches.
3. Select the View Menu and open the CPU Window.

4. Use the on-line assembler to modify the CPU and change the code as follows:
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Address 0000h .......... INC P1

Address 0002h .......... AJMP $0h

The first instruction increments Port 1. The second instruction is a jump to the absolute

5.

6.

address Oh. The $ symbol indicates that the numeric value is an absolute address
and not the offset.

Press Ctrl-Break to halt the program execution. Observe that the Watches Window
has been updated with the actual Port 1 value.

Select the View Menu and choose the Trace command to display the history of the
executed instructions.

6.4. High-Level Language Debugging

1.

2.

3.

10.

11.

12.

13.

Press Alt-F to activate the File menu.
Set the cursor to highlight the Load option and press the Enter key.

Select the CTESTS.ABS sample file and Keil/Franklin Type. This file includes
code and symbols.

. The file generates a sequence that is an output to the microcontroller port lines.

. After successfully loading the CTESTS.ABS file, the Module window will be

opened with the updated code.

. Open the Watches window.
. Type P1 to add Port 1 to the Watches window.
. Select the View Menu and the Modules command to choose the CTESTS Module.

. Select the Run Menu and execute a Program Reset. This can be done directly by

pressing Ctrl-F2.

Execute the program by pressing the F9 key. Connect the ribbon cable between Port
1 testpoints and the LEDs connector and observe the port outputs as they are
changing while running the program.

Halt the program execution by pressing Ctrl-Break.

Practice the capabilities of the In-Circuit Simulation Mode while testing the port
outputs.

Press Alt-X to leave the Debugger.
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7

Real Time Emulation

7.1. Introduction

The Emulation Mode option sets the Debugger to operate in real time using the EB-51
emulator.

As the system uses some of the microcontroller resources in Emulation Mode, you must
learn how to use it and how to prepare your code in order to avoid operational
problems.

Table 7.1 provides a list of used resources and a quick reference about the actions that
you have to carry out while working in real-time with EB-51.

Please read carefully this chapter before using EB-51 in Emulation Mode.

7.2. Emulation Memory

1. Address FCOOh-FFFFh: Real time emulation is carried out by downloading your
code into the RAM memory of EB-51. The upper 1 KByte of the 64 KByte code
memory is automatically loaded with a Monitor program to control the emulation.

2. Address 0000h-0002h: Before executing your program in real-time, some areas of
your code are changed automatically. The Reset vector content is modified by an
LJMP Monitor instruction, so your own code must begin with an LCALL or LIMP
instructions. The same usage of the Reset vector does not allow to write JMP or
CALL instructions with address 0001h or 0002h as destination.

3. Address 0000h-FBFFh: Code memory cannot be mapped external and always
belongs to the emulator system.
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uC Resource Function Restriction/How to use it Para.
Address 0000h-0002h  |Reset Vector - Initialize the Reset vector with LIMP or LCALL 7.2
instructions.
Address FCOOh-FFFFh  |Monitor - 1K reserved by the system. 7.2
Address 0000h-FBFFh  |Breakpoint - Replaces 3-5 bytes of code memory. 7.4
RD/WR - P3.6/P3.7 Reserved 1/0 - Use them as memory RD/WR only. 7.5
- Do not clear register bits P3.6 and P3.7 directly or
indirectly by writing to P3.
Port 0,2 1/O Port and A/D Bus |- Select a ROMed chip for I/O use or a ROMless 7.6
chip for A/D bus use.
MOVX @Ri Paged MOVX - Replace it by MOVX @DPTR instructions. 7.6
EA,IE.7 Enable Interrupt - Do not disable if interrupt Halt Mechanism is 7.8
selected.
Timer 0 not shared Halt Mechanism - Do not alter register bits ET0, PT0, TRO directly 7.12
or indirectly by writing to IE, IP, TCON, TMOD.
- Write NOPs to addresses 000Bh to 000Dh.
Timer 0 shared Halt Mechanism - Ctrl-Break stops emulation with Timer O interrupt. | 7.13
- Initialize the Interrupt vector with LIMP or
LCALL instructions.
Timer 1 not shared Halt Mechanism - Do not alter register bits ET1, PT1, TR1 directly or 7.14
indirectly by writing to IE, IP, TCON, TMOD.
- Write NOPs to addresses 001Bh to 001Dh.
Timer 1 shared Halt Mechanism - Ctrl-Break stops emulation with Timer 1 interrupt. | 7.15
- Initialize the Interrupt vector with LIMP or
LCALL instructions.
Int 0 not shared Halt Mechanism - Do not alter register bits EX0, PXO0, IT0, P3.2 7.16
directly or indirectly by writing to IE, IP, CON, P3.
- Write NOPs to addresses 0003h to 0005h.
- Do not connect or write to P3.2 (INTO).
Int 0 shared Halt Mechanism - Ctrl-Break stops emulation with INTO interrupt. 7.17
- Initialize the Interrupt vector with LIMP or
LCALL instructions.
Int 1 not shared Halt Mechanism - Do not alter register bits EX1, PX1, IT1, P3.3 7.18
directly or indirectly by writing to IE, IP, TCON, P3
- Write NOPs to addresses 0013h to 0015h.
- Do not connect or write to P3.3 (INT1).
Int 1 shared Halt Mechanism - Ctrl-Break stops emulation with INT1 interrupt. 7.19
- Initialize the Interrupt vector with LIMP or
LCALL instructions.
Stack Stack Pointer - Do not define the stack address below 07h. 7.3
- The system uses 3 bytes of the stack.
Voltage 3.3V/5V - Set the Vce switch to 5V. 7.7
TABLE 7.1: How to Use the Hardware
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7.3. Stack Pointer

1. System Stack: The emulator uses 3 bytes of the stack while halting real-time
emulation.

2. Stack Pointer: This pointer must not be set to an address below 07h.

7.4. Breakpoints

Breakpoints in real time emulation are implemented by replacing the user code at the
breakpoint location with an LCALL Monitor instruction.

Since an LCALL instruction is used it requires three address locations to be changed.
Therefore, setting a breakpoint on a one or two byte instruction may also alter the next
one or two consecutive instructions.

The following restrictions apply to breakpoints:

1. Breakpoint address: The address must belong to an opcode, otherwise
undetermined operation will result.

2. Consecutive instructions: Setting a breakpoint to a one or two byte instruction will
cause alteration of the next one or two consecutive instructions as well. This will
be indicated on the screen with a bright red line marking. The original breakpoint
instruction will be marked with a red line. If one of these instructions are executed
before the originally marked instruction, a NOP will be executed instead of the
original opcode. These instructions must not be executed before the breakpoint
instruction because an undetermined operation may result.

3. Expression True Global Breakpoints: These Breakpoints will force execution to
be done in In-Circuit Simulation Mode.

4. Reset and Interrupt Vectors: Breakpoints cannot be set on the Reset vector
(address 0000h to 0002h) and on the three first addresses of an interrupt vector
used by the Halt Mechanism.

7.5. RD and WR Lines

1. Port 3.6 and 3.7: These RD and WR lines may be used for MOV X operations and
not as quasi-bidirectional I/O ports. Do not use any instruction that clears register
bits P3.6 and P3.7.

2. Port 3: 1f your code has instructions that write to this port, you have to mask bits
P3.6 and P3.7 to "1".

For example, instead of executing MOV P3,A, you should write:

ORL A,#CO0h
MOV P3,A
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7.6. Ports 0 and 2

These two ports may act as I/O lines or address/data buses. If the selected chip by the
software is a ROMless device like 80C31, both ports behave as buses. Otherwise, if the
selected chip is a ROMed device like 80C51 or 87C51FB, ports PO and P2 may be used
as 1/0 lines.

1. ROMless Operation: Port 0 can only be used as AD0-7 address/data bus lines. Port
2 can only be used as A8-15 address bus lines.

2. ROMed Operation: Port 0 can only be used as I/O port. Port 2 can only be used as
1/0 port.

3. MOVX @Ri: These instructions affect Port 2 state and are not supported by EB-
51. Replace them by MOVX @DPTR instructions.

4. External Data: This data cannot be accessed while selecting a ROMed device like
87CS51FB. Select a ROMless device like 80C31 while using MOVX instructions.

7.7. Voltage

Emulation is possible at 5V only. 3.3V support requires microcontrollers and two PLDs
working at such voltage (U1 to U4). The 3.3V set of chips are marked as "L" devices
and not "C". If you are not sure that you have a set of chips to emulate both 3.3V and
5V microcontrollers, set the Vcc switch to 5V.

7.8. Halting the Emulation

The EB-51 Halt Mechanism offers 10 different modes to Halt the user program while
executing it in real-time, so that the state of the program can be examined and/or altered.

These modes define the microcontroller resources assigned for that purpose, which are
used only when you press Ctrl-Break or select the Halt command from the Run menu.

The Halt Mechanism mode is selected from the Options and Architecture menus, Halt
Mechanism and Interrupt Shared commands. The selected option does not affect the
behavior of breakpoints.

Your selection determines which resources are going to be used while running in
real-time. The three main categories of halt mechanisms are:

Reset: One way is halting real-time emulation by hardware reset, however this will halt
the program at address 0000h.

Polled: 1f you do not want to assign any resources for halting the emulation, a polling
option is available. The polling is implemented by adding an LCALL Monitor (address
OFCO8h) instruction to the main loop of your program.

Interrupt: You can choose an unused interrupt to halt the emulation, like INTO, INT1,
TIMER 0 and TIMER 1 interrupts. The interrupts may also be shared with your own
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interrupt routine if required. The software disk includes some files that you can link to
your application while selecting the interrupt.

If you try to stop your program with the Halt command (Ctrl-Break), and the debugger
continues running, this means that the selected Halt Mechanism condition did not occur.
The debugger will only halt the emulation the next time that the selected Halt
Mechanism condition occurs. Executing the Reset command (Ctrl-F2) after executing
the Halt command and before the debugger is halted will force the program to stop at
address 0000h.

7.9. Halt Mechanism - RESET

7.10.

7.11.

This is the most easy to use Halt Mechanism. It requires no resources of the
microcontroller or of your application. However, it will cause the microcontroller to
halt in the Reset state; this mean at location 0000h and with all SFR's initialized to their
respective Reset value. There will be no indication on the program counter prior to
halting. Internal Ram data contents will be preserved, and will reflect the values of your
program as were immediately prior to halting. If you are having difficulties adapting
the other Halt Mechanism modes to your application, choose this option as it will
always work.

Halt Mechanism - Polled

This mode requires no microcontroller resources, and may halt inside any loop of the
user application program. However, it requires that the user will insert an LCALL
POLL MONITOR (LCALL 0FCO08h) instruction in the program where halting will be
desired. This will only allow halting in loops where the above LCALL has been
inserted.

Use the POLLMON.ASM/OBJ files contained in the software disk to compile and link
with your program. These files contain the Public declaration of POLL MONITOR
label location.

The monitor is invoked each time it is called by the user LCALL POLL_MONITOR,
and checks if halting is needed. If not, it returns to the user program, otherwise it
remains in the monitor and informs the debugger that halting has been achieved
successfully.

After the Halt command is issued from the debugger (Ctrl-Break), actual halting will
only occur on the next LCALL POLL MONITOR instruction execution If the
emulation does not stop, you may press Ctrl-F2 to stop it at address 0000h.

Using Interrupts to Halt the Emulation

When setting the Halt mechanism to any one of the interrupt options, the first rule is
not disabling the interrupt. EA bit (IE.7) must be set as well as the enable interrupt bit
of the selected interrupt.

The second consideration is to handle the interrupt vector addresses. If you reserve the
interrupt for the emulator, the first 3 addresses of the interrupt vector must be filled
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7.12.

7.13.

with NOPs, so you will be sure that your compiler did not use these addresses for your
application code. The debugger will give an interrupt warning message whenever code
other than 00h is found on the reserved interrupt vector locations.

When using shared interrupts, the system replaces the interrupt vector by an LCALL
instruction. Therefore, your code must never jump directly to the two address locations
following the first address of the interrupt vector.

Halt Mechanism -Timer 0 not Shared

This mode can only be used when the Timer 0 and the Timer O interrupt are not used
by your application program. It requires that the 3 locations of the Timer 0 interrupt
vector (000Bh to 0000Dh) will not be used by your program, and will contain no code
other than NOP (00h).

The monitor after reset will automatically run Timer 0, enable its interrupt in high
priority and enable the global interrupt. It is your responsibility not to stop Timer 0, not
to disable the global interrupt and the Timer O interrupt bits, otherwise the Halt
command will not function.

You may use the supplied HALTTIM0.ASM/OBJ assembly and object files to compile
and link with your code in order to reserve the interrupt vector locations, so that the
linker/locator will not attempt to locate your application code there.

The Timer 0 interrupt will constantly run in the user's application background, causing
a slight degradation of real-time operation.

The monitor is invoked each time the Timer O interrupt occurs, and checks if halting is
needed, if not it returns to the location where the interrupt occurred, otherwise it
remains in the monitor and informs the debugger that halting has been achieved
successfully.

After the Halt command is issued from the debugger, actual halting will only occur on
the next Timer O interrupt. This may take some time (depending on Timer 0 mode and
frequency) and may take forever if your application had stopped the Timer or disabled
the interrupt. If the emulation does not stop, you may press Ctrl-F2 to stop it at address
0000h.

Halt Mechanism -Timer 0 Shared

This mode may only be used when the Timer 0 and the Timer O interrupt are used by
your application program. It is your responsibility to handle the Timer O control bits
and interrupt control bits. Furthermore, you must have a valid interrupt routine (or a
jump/call to one) beginning at the Timer 0 interrupt vector (000Bh) and occupying at
least 3 locations (000Bh to 000Dh). These locations must not contain any relative or
absolute jump instructions (i.e. SJMP, AJMP, etc.). Only sequential and LIMP/LCALL
instructions are allowed.
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This Halt Mechanism will only add a few instructions to the Timer 0 interrupt routine,
thus having hardly any affect on real-time operation (as opposed to the not Shared
mode).

The monitor is invoked each time the Timer 0 interrupt occurs, and checks if halting is
needed. If the interrupt has been generated by the debugger Halt command (Ctrl-Break),
the Monitor program takes control and informs the debugger that halting has been
achieved successfully. Otherwise, control passes to your Timer O interrupt routine.

After the Halt command is issued from the debugger, actual halting will only occur on
the next Timer O interrupt. This may take some time (depending on Timer 0 mode and
frequency) and may take forever if your application had stopped the Timer or disabled
the interrupt. If the emulation does not stop, you may press Ctrl-F2 to stop at address
0000h.

7.14. Halt Mechanism - Timer 1 not Shared

This mode can only be used when the Timer 1 and the Timer 1 interrupt are not used
by your application program. It requires that the 3 locations of the Timer 1 interrupt
vector (001Bh to 0001Dh) will not be used by your program, and will contain no code
other than NOP (00h).

The monitor after reset will automatically run Timer 1, enable its interrupt in high
priority and enable the global interrupt. It is your responsibility not to stop Timer 0, not
to disable the global interrupt and the Timer 1 interrupt bits, otherwise the Halt
command will not function.

You may use the supplied HALTTIM1.ASM/OBJ assembly and object files to compile
and link with your code in order to reserve the interrupt vector locations, so that the
linker/locator will not attempt to locate your application code there.

The Timer 1 interrupt will constantly run in the user's application background, causing
a slight degradation of real-time operation.

The monitor is invoked each time the Timer 1 interrupt occurs, and checks if halting is
needed, if not it returns to the location where the interrupt occurred, otherwise it
remains in the monitor and informs the debugger that halting has been achieved
successfully.

After the Halt command is issued from the debugger, actual halting will only occur on
the next Timer 1 interrupt. This may take some time (depending on Timer 1 mode and
frequency) and may take forever if your application had stopped the Timer or disabled
the interrupt. If the emulation does not stop, you may press Ctrl-F2 to stop it at address
0000h.

7.15. Halt Mechanism - Timer 1 Shared

Chapter 7, Real Time Emulation 7-7



7.16.

7.17.

This mode may only be used when the Timer 1 and the Timer 1 interrupt are used by
your application program. It is your responsibility to handle the Timer 1 control bits
and interrupt control bits. Furthermore, you must have a valid interrupt routine (or a
jump/call to one) beginning at the Timer O interrupt vector (001Bh) and occupying at
least 3 locations (001Bh to 001Dh).

These locations must not contain any relative or absolute jump instructions (i.e. SIMP,
AJMP, etc.). Only sequential and LIMP/LCALL instructions are allowed.

This Halt Mechanism will only add a few instructions to the Timer 1 interrupt routine,
thus having hardly any affect on real-time operation (as opposed to the not Shared
mode). The monitor is invoked each time the Timer 1 interrupt occurs, and checks if
halting is needed. If the interrupt has been generated by the debugger Halt command
(Ctrl-Break), the Monitor program takes control and informs the debugger that halting
has been achieved successfully. Otherwise, control passes to your Timer 1 interrupt
routine.

After the Halt command is issued from the debugger, actual halting will only occur on
the next Timer 1 interrupt. This may take some time (depending on Timer 1 mode and
frequency) and may take forever if your application had stopped the Timer or disabled
the interrupt. If the emulation does not stop, you may press Ctrl-F2 to stop at address
0000h.

Halt Mechanism - INT 0 not Shared

This mode can only be used when the INTO pin and the EXT INTO interrupt are not
used by your application program. It requires that the 3 locations of the INTO interrupt
vector (0003h to 0005h) will not be used by your program, and will contain no code
other than NOP (00h).

The monitor after reset will automatically set INTO to be edge sensitive, enable EXT
INTO interrupt in high priority and enable the global interrupt. It is your responsibility
not to disable the global interrupt and the INTO interrupt bits, otherwise the Halt
command will not function. The EXT INTO interrupt will constantly run in your
application background, but if the pin is unused, no interrupt will be generated, thus not
affecting real-time operation.

You may use the supplied HALTINT0.ASM/OBJ assembly and object files to compile
and link with your code in order to reserve the interrupt vector locations, so that the
linker/locator will not attempt to locate your application code there.

The EXT INTO interrupt will constantly be active although no interrupt will be
generated until you press Ctrl-Break.

After the Halt command is issued from the debugger, the system will generate a short
low going pulse on the INTO pin of the target microcontroller. If the emulation does not
stop, you may press Ctrl-F2 to stop at address 0000h.

Halt Mechanism - INT 0 Shared
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7.18.

7.19.

This mode may only be used when the EXT INTO interrupt is used by your application
program. It is your responsibility to handle the EXT INTO control bits and interrupt
control bits. Furthermore, you must have a valid interrupt routine (or a jump/call to
one) beginning at the INTO interrupt vector (0003h) and occupying at least 3 locations
(0003h to 0005h). These locations must not contain any relative or absolute jump
instructions (i.e. SIMP, AJMP etc.). Only sequential and LIMP/LCALL instructions
are allowed.

This Halt Mechanism will only add a few instruction to your INTO interrupt routine,
thus having hardly any affect on real-time operation.

The monitor is invoked each time the INTO interrupt occurs, and checks if halting is
needed. If the interrupt has been generated by the debugger Halt command (Ctrl-Break),
the Monitor program takes control and informs the debugger that halting has been
achieved successfully. Otherwise, control passes to your INTO interrupt routine. After
the Halt command is issued from the debugger, the system will generate a short low
going pulse on the INTO pin of the target microcontroller. If the emulation does not
stop, you may press Ctrl-F2 to stop it at address 0000h.

Halt Mechanism - INT 1 not Shared

This mode can only be used when the INT1 pin and the EXT INT1 interrupt are not
used by your application program. It requires that the 3 locations of the INTO interrupt
vector (0013h to 0015h) will not be used by your program, and will contain no code
other than NOP (00h).

The monitor after reset will automatically set INT1 to be edge sensitive, enable EXT
INTTI interrupt in high priority and enable the global interrupt. It is your responsibility
not to disable the global interrupt and the INT1 interrupt bits, otherwise the Halt
command will not function.

The EXT INT1 interrupt will constantly run in your application background,
but if the pin is unused, no interrupt will be generated, thus not affecting real-time
operation.

You may use the supplied HALTINT1.ASM/OBJ assembly and object files to compile
and link with your code in order to reserve the interrupt vector locations, so that the
linker/locator will not attempt to locate your application code there.

The EXT INTI interrupt will constantly be active although no interrupt will be
generated until you press Ctrl-Break.

After the Halt command is issued from the debugger, the system will generate a short
low going pulse on the INT1 pin of the target microcontroller. If the emulation does not
stop, you may press Ctrl-F2 to stop at address 0000h.

Halt Mechanism - INT 1 Shared
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7.20.

This mode may only be used when the EXT INT1 interrupt is used by your application
program. It is your responsibility to handle the EXT INT1 control bits and interrupt
control bits. Furthermore, you must have a valid interrupt routine (or a jump/call to
one) beginning at the INT1 interrupt vector (0013h) and occupying at least 3 locations
(0013h to 0015h). These locations must not contain any relative or page absolute
instructions (i.e. SIMP, AJMP etc.). Only sequential and LIMP/LCALL instructions
are allowed.

This Halt Mechanism will only add a few instruction to your INT1 interrupt routine,
thus having hardly any affect on real-time operation.

The monitor is invoked each time the INT1 interrupt occurs, and checks if halting is
needed. If the interrupt has been generated by the debugger Halt command (Ctrl-Break),
the Monitor program takes control and informs the debugger that halting has been
achieved successfully. Otherwise, control passes to your INT1 interrupt routine. After
the Halt command is issued from the debugger, the system will generate a short low
going pulse on the INT1 pin of the target microcontroller. If the emulation does not
stop, you may press Ctrl-F2 to stop it at address 0000h.

Customizing the System

EB-51 behavior while halting real-time emulation and reassuming it may be
customized. That means, you can add your own instructions to control the state of the
microcontroller while halting and also while restarting your code. This function is
useful if you need to set a port state or any other memory or SFR location to a desired
value when the program stops running.

By using this special feature you can add your own code to stop and start peripherals
belonging to the microcontroller and not supported by the Monitor program.

You may add up to 16 bytes containing specific entrance and exit code: 8 bytes on
entrance and 8 bytes on exit. This code will be executed by the Monitor immediately
following Halt or Breakpoint operation (Entrance) and just before Running back your
program (Exit). This code will be executed approximately 50-60 cycles after Halting
and before Running.

This code is restricted in the resources it may use. Any misuse of the microcontroller
resources will cause undetermined behavior, and may corrupt your program which
relies on the value of the registers saved while stopping the emulation.

Do not alter ACC, B, DPTR, PSW and the stack pointer.
The Carry bit may be used freely.
You may reserve some on-chip RAM locations that your application does not need to

manipulate and save temporary variables. The example program given in Table 7.1
assumes location 7Fh to be unused.
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You may use LCALL instructions to call external routines if more than 8 bytes are
needed, but this must be to a known absolute address, and it will require 2 more stack
locations.

You have to prepare an Intel Hex file with the following contents:

1.
. Locations 10h-17h should contain the user monitor exit code.
. Locations 08h-OFh may only contain NOPs (00h).

. Locations 18h-1Fh may only contain NOPs (00h).

. No code may be located above location 1Fh.

. The file must have the extension .UMH.

AN AW

Locations 00h-07h should contain the user monitor entrance code.

You may use the on-line assembler to generate this file and then save it on the disk.
Then, while loading your file, you can click the Options button in the File Dialog box
and enable the loading of your customized application too. Following is an example of
a file that handles the PCA timer available in the 8xC552 microcontrollers. This code
will save TM2CON SFR to address 7Fh of the internal RAM, and will restore the
TM2CON value from this location.

ORG 00h

MOV  7Fh,TM2CON ; Save TM2CON value
ANL  TM2CON,#11111100b ; Clear T2MSO0, T2MS1 (Halt)
NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

END

ORG 10h
MOV  TM2CON,7Fh ; Set all of TM2CON to its previous state
NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

NOP

END

TABLE 7.2: PCA Control Program
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3

Utilities, Software Support and Syntax

8.1 Introduction

Two utilities are included in the software for assemblers and C compilers. FIXASM and FIXC
are the utilities provided to support the listing files which are not fully compatible with Intel
format. This chapter explains the use of these programs. The support for different software
vendors and the Windows Symbolic Debugger syntax are covered in this chapter as well.

8.2 FIXASM Utility

This utility modifies the Assembler listing files to be accepted by the DOS Debugger. The
Windows Debugger does not require this utility.

Output file overwrites the input file, although you may select a different output filename.
Run FIXASM without parameters for command line syntax and options.

FIXASM acts as follows: it scans the input file and replaces the beginning of every valid line
containing the assembler directives ' RSEG 'and ' CSEG ' with the pattern '----', as it is defined
by Intel format.

o Intel ASM51 Assembler does not need to be fixed up, because it generates the
listing file in the above mentioned format.

o JAR/Archimedes Assembler does not need to be fixed up, because it
generates line information.

o Keil/Franklin A51 Assembler needs to be fixed up because it lacks the above pattern
in the ' RSEG ' directive line.

e MCC MASI1 Assembler needs to be fixed up because it lacks the above pattern in
the ' CSEG ' directive line.

8.3. FIXC Utility
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This utility modifies the C listing files to be accepted by the DOS Debugger. The Windows
Debugger does not require this utility.

The modification is intended to support two C Compilers: MCC and IAR/Archimedes.

Output file is by default input file name with .LST extension although it may be redirected to
another output file.

Run FIXC without parameters for command line syntax and options.

FIXC with /M option is needed while using MCC MCC51 C Compiler package. This option
adds line numbers to your C source file (i.e. filename.c). Output filename is by default the
input filename with .LST extension. Output file must differ from input file. The generated
output file is a line by line copy of the input file with a line counter added to the beginning
of each source line. A total of 6 characters are added to the beginning of each line with the
format: 'xxxx ".

FIXC with /A option is needed while using IAR/Archimedes I[CC8051 C Compiler package.
With this option FIXC expects the input file to be the listing output file of the compiler.

Output filename is by default input filename of your C source with .LST extension. The
generated output file is a line by line copy of the input file with the line counter format
changed to the following format 'xxxx '.

This modification is not mandatory. The debugger will fully function without changing the
IAR listing files, although significant speed performance improvement will be achieved with
large files after running the utility.

e Keil/Franklin C51 Compiler does not need any modification.

e MCC MCC51 Compiler needs to be fixed up because it does not generate a valid
list file with the correct line numbering format. Invoke the FIXC program with the
/M option and with the source filename that was entered into the compiler.

o JAR/Archimedes ICC8051 Compiler fix-up is recommended for improved speed
performance with large list files.

8.4. Debugging Assembler Files

Ceibo's Debuggers can be used with files generated by Intel, Signetics, Philips, BSO/Tasking
and other Assemblers that generate Intel OMF files and compatible listings.

The first thing you have to do is to prepare the assembler files. Use the DEBUG option while
assembling your program to include symbol information in the object file. The LIST option
is also mandatory.

The Debug Option of your Assembler generates symbol information such as Line Numbers,
Public and Local references, Labels and others. Ceibo's software recognizes those symbols.
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The List Option creates an ASCII file that contains the source written by the user and
references to Line Numbers. Ceibo's software allows invoking the List of your program and
debugging it according to assembler language lines, while showing all the variables you want
to watch.

The normal way to prepare your program for debugging is as follows:
1. Use an Editor to write your source code.

2. Assemble you sources with an Assembler program using the Debug and List
options.

3. Link and locate your object files with the Intel RL51 program or a similar linker
and locator that generates an Intel compatible object file.

If you are using an Assembler with linking and relocating capabilities (Intel,
Keil/Franklin, BSO/Tasking , etc.) you must write all your code under a CSEG or
RSEG directive.

If the files are written to be linked with other programs, you may use the RSEG
directive. Some assembler programs do not generate the required debugging
information to support Relocatable Code Segments. Therefore, it is necessary to use
the following syntax with RSEG:

myseg SEGMENT CODE
RSEG myseg
mylabel:

The only difference is the Label added to the third line, that is required to recognize
the address of the relocatable code segment.

8.5. Using IAR Systems Compiler Package
Like any other compiler, working with AR Systems compiler requires three major steps:
1. Writing a program in any given editor.
2. Compiling with ICC8051 compiler.
3. When no errors are detected, linking the programs to a desired memory location.
Compiling
The compiler must produce the following files :
1. File with extension *.R03 - object file

2. File with extension *.LST - listing file
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Required compiler options:

-r : include debug information
-L : produce list file

Linking

While linking object file with AR Xlink the *. XCL file must be created. The required
linker options are:

-faomf8051: Produce file in OMF-51 format for Ceibo DOS
Debugger only.
-fdebug: Produce file in UBROF format for Ceibo Windows
Debugger only.
When linking file with the IAR System environment Link, Options must be set to the
following:
debug option I: None
format 2: aomf8051 for Ceibo DOS Debugger only or

debug for Ceibo Windows Debugger
Preparing for Downloading

Before downloading your absolute file into the DOS Debugger only, you have to fix all
your list files with the FIXC utility program.

The Windows Debugger does not require the FIXC utility.
The command line for running FIXC is :
FIXC <your module file name>.LST /A
Loading the file with the DOS Debugger
Load the file resulting from the Linker. The default extension of the file is .403.
Loading the file with the Windows Debugger

Specify the vendor and load the file resulting from the Linker. The default extension of
the file is .DBG.

8.6. Using Keil Software
This software is supported with the OMF format.

Use the following command lines with noamake in both C51 and L51:

c51 hello.c debug objectextend noamake
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151 hello.obj, my_libraries noamake
The noamake switch is necessary only for the Ceibo DOS Debugger.

While using Windows Debugger, select the vendor Keil/Franklin in the
Load Dialog Box.

8.7. Using BSO/Tasking Software
To prepare a file for debugging use the following options:
Compiler Switches
-g: include debug information
i.e.cc5l -Ms -g sieve.c
ASM Switches
debug: include debug information
i.e. asm51 sieve debug
LINK Switches
The Linker does not need any special options.
Generate a file in OMF-51 Format
i.e. omf51 sieve.out sieve.abs
8.8. Using MCC Software
To prepare a file for debugging use the following options:
Compiler Switches
mcc51 hello.c /11/t/w0  ;do not use spaces between options
ASM Switches
ma3 1 hello.src debug nolist noprint format(momf)
LINK Switches
ml51 hello.obj+mcem5 1.1ib format(iomf)
Generating valid Debug Information
mcsu hello

Generating Valid Listing File for DOS Debugger with FIXC
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FIXC hello.c hello.1st /m

8.9. Windows Debugger Syntax
Predefined Names
EB-51 accepts the following symbols that you may invoke directly while adding a

watch, setting a breakpoint or assembling an instruction. The complete list of
predefined Ports and Register names may be found in the Microcontroller Data Book.

Ports: PO, P1, P3, etc.
Port Bits: P0.0 to P0.2, P1.0 to P1.7, etc.
Registers: ACC, B, etc.

Register Bits:  ACC.0 to ACC.7, B.0 to B.7, etc.
Absolute References

You can make an absolute reference using the first letter to define the variable type
followed by a colon and the address. Furthermore, absolute references may be
expressed with a length. The syntax is:

absolute_reference:address,length

Absolute references are D for the on-chip RAM, X for external RAM accessed by
MOVX instructions, P for ports and any SFR (special function registers), C for code
memory and B for bit memory (below 80H is for RAM bits and above that value
represents SFR bits). Some examples are:

D:100,5
X:MYSYMBOL,2
B:0x80,5

B:P1.0,8

P:0xFE

Addresses are entered using the syntax of the selected language in the Options menu.
Length is always decimal.

Direct Access to Local Variables and Executable Lines
The general syntax for line numbers is:
#module namettline number

Local variables of modules are invoked as:
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#module namettvariable

A local variable of a procedure has the following syntax:
#module name#tprocedure namettvariable

Examples:

ttest#l2 means line number 12 belonging to module
TEST.

ttcdelaytitdelay#DelayCnt means variable DelayCnt belonging to
procedure delay and module tcdelayc.

Chapter 8, Utilities and Software Support



CHAPTER9

9

On-Line Assembler




CHAPTER9

9

On-Line Assembler

9.1. Introduction

9.2.

EB-51 software includes two useful functions: On-line Assembler and Disassembler.
Both functions permit the user to translate instructions from and into mnemonics.

The On-line Assembler command assembles a single instruction mnemonic into the
code memory.

After writing an instruction mnemonic, press the <ENTER> key If an invalid
instruction is entered, a syntax error message is displayed.

The Disassembler function allows the user to disassemble memory values, into
instruction mnemonics.

This function assumes that the starting address points to the first byte of an instruction
and takes second and third bytes if they are necessary to be used as operands.

Stepping down through the CPU window assumes the next instruction is an opcode.

Stepping up in the CPU window may result with erroneous mnemonic display.
Assembler Syntax

e The comma is used to separate operands.

e A dollar symbol ($) is used to specify absolute jump addresses. If it is omitted, the
specified address is relative.

The following are examples of valid expressions:
JBC 12H,$123H
CPL P1.1

AJMP OH
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The Disassembler function allows the user to disassemble memory values, into
instruction mnemonics.

This function assumes that the starting address points to the first byte of an instruction
and takes second and third bytes if they are necessary to be used as operands.

Stepping down through the CPU window assumes the next instruction is an opcode.
Stepping up in the CPU window may result with erroneous mnemonic display.

9.3. Instruction Set

The following pages detail the syntax of the mnemonics and operands used by the On-
line Assembler and Disassembler functions.
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

00 1 NOP NOP

01 2 AJMP page-addr AJMP 0010H
02 3 LIMP code-addr LIMP 00F3H
03 1 RR A RR A

04 1 INC A INCA

05 2 INC byte-addr INC 1FH

06 1 INC @RO INC @RO

07 1 INC @R1 INC @R1

08 1 INC RO INCRO

09 1 INCRI1 INCRI1

0A 1 INC R2 INCR2

0B 1 INCR3 INCR3

0C 1 INC R4 INC R4

0D 1 INCR5 INCRS5

OE 1 INC R6 INCR6

OF 1 INCR7 INCR7

10 3 JBC bit-addr, rel-offset JBC 02H, AOH
11 2 ACALL page-addr ACALL 0000H
12 3 LCALL code-addr LCALL 0110H
13 1 RRC A RRC A

14 1 DEC A DEC A

15 2 DEC byte-addr DEC FAH

16 1 DEC @RO DEC @RO
17 1 DEC @R1 DEC @R1

18 1 DEC RO DEC RO

19 1 DECRI1 DECRI

1A 1 DEC R2 DECR2

1B 1 DECR3 DEC R3

1C 1 DEC R4 DEC R4

ID 1 DECRS5 DEC R5

1E 1 DEC R6 DEC R6

IF 1 DECR7 DEC R7

bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr 0000H - FFFFH Absolute code address

page addr 0000H - O7FFH 11-bit code address

rel offset 00H - FFH 8-bit 2's complement addr

data byte 00H - FFH Immediate data byte

data  word 0000H - FFFFH Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

20 3 JB bit-addr, rel-offset JB 01H, F5H
21 2 AJMP page-addr AJMP 010FH
22 1 RET RET

23 1 RL A RL A

24 2 ADD A, #data-byte ADD A, #22H
25 2 ADD A, byte-addr ADD A, 32H
26 1 ADD A, @RO ADD A, @RO
27 1 ADD A, @R1 ADD A, @R1
28 1 ADD A, RO ADD A, RO

29 1 ADD A, RI ADD A, R1

2A 1 ADD A, R2 ADD A, R2

2B 1 ADD A, R3 ADD A, R3

2C 1 ADD A, R4 ADD A, R4

2D 1 ADD A, RS ADD A, RS

2E 1 ADD A, R6 ADD A, R6

2F 1 ADD A, R7 ADD A, R7

30 3 JNB bit-addr, rel-offset JNB OCH, 57H
31 2 ACALL page-addr ACALL 0143H
32 1 RETI RETI

33 1 RLC A RLC A

34 2 ADDC A, #data-byte ADDC A, #87H
35 2 ADDC A, byte-addr ADDC A, ACH
36 1 ADDC A, @RO ADDC A, @RO
37 1 ADDC A, @R1 ADDC A, @R1
38 1 ADDC A, RO ADDC A, RO
39 1 ADDC A, R1 ADDC A, R1
3A 1 ADDC A, R2 ADDC A, R2
3B 1 ADDC A, R3 ADDC A, R3
3C 1 ADDC A, R4 ADDC A, R4
3D 1 ADDC A, R5 ADDC A, RS
3E 1 ADDC A, R6 ADDC A, R6
3F 1 ADDC A, R7 ADDC A, R7
bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset : 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

40 2 JC rel-offset JC BBH

41 2 AJMP page-addr AIMP 0260H
42 2 ORL byte-addr, A ORL 32H, A
43 3 ORL byte-addr, #data-byte ORL 23H, #C5H
44 2 ORL A, #data-byte ORL A, #67H
45 2 ORL A, byte-addr ORL A, 43H
46 1 ORL A, @R0O ORL A, @R0O
47 1 ORL A, @R1 ORL A, @R1
48 1 ORL A, RO ORL A, RO
49 1 ORL A, RI ORL A, RI
4A 1 ORL A, R2 ORL A, R2
4B 1 ORL A, R3 ORL A, R3
4C 1 ORL A, R4 ORL A, R4
4D 1 ORL A, RS ORL A, RS
4E 1 ORL A, R6 ORL A, R6
4F 1 ORL A, R7 ORL A, R7
50 2 INC rel-offset JNC BAH

51 2 ACALL page-addr ACALL 0220H
52 2 ANL byte-addr, A ANL 04H, A
53 3 ANL byte-addr, #data-byte ANL 23H, #C7H
54 2 ANL A, #data-byte ANL A, #AEH
55 2 ANL A, byte-addr ANL A, 03H
56 1 ANL A, @RO ANL A, @RO
57 1 ANL A, @R1 ANL A, @R1
58 1 ANL A, RO ANL A, RO
59 1 ANL A, R1 ANL A, R1
S5A 1 ANL A, R2 ANL A, R2
5B 1 ANL A, R3 ANL A, R3
5C 1 ANL A, R4 ANL A, R4
5D 1 ANL A, RS ANL A, RS
5E 1 ANL A, R6 ANL A, R6
SF 1 ANL A, R7 ANL A, R7
bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset : 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

60 2 JZ rel-offset JZ 04H

61 2 AJMP page-addr AJMP 03FOH
62 2 XRL byte-addr, A XRL DEH, A
63 3 XRL byte-addr, #data-byte XRL E9, #77TH
64 2 XRL A, #data-byte XRL A, #55H
65 2 XRL A, byte-addr XRL A, 01H

66 1 XRL A, @RO XRL A, @RO
67 1 XRL A, @R1 XRL A, @R1

68 1 XRL A, RO XRL A, RO

69 1 XRL A, R1 XRL A, R1

6A 1 XRL A, R2 XRL A, R2

6B 1 XRL A, R3 XRL A, R3

6C 1 XRL A, R4 XRL A, R4

6D 1 XRL A, R5 XRL A, R5

6E 1 XRL A, R6 XRL A, R6

6F 1 XRL A, R7 XRL A, R7

70 2 INZ rel-offset INZ 56H

71 2 ACALL page-addr ACALL 0323H
72 2 ORL C, bit-addr ORL C, 7FH

73 1 JMP @A+DPTR JMP @A+DPTR
74 2 MOV A, #data-byte MOV A, #56H
75 3 MOV byte-addr, #data-byte MOV 34H, #45H
76 2 MOV @RO, #data-byte MOV @RO, #89H
77 2 MOV @R1, #data-byte MOV @RI, #23H
78 2 MOV RO, #data-byte MOV RO, #25H
79 2 MOV R1, #data-byte MOV R1, #12H
7A 2 MOV R2, #data-byte MOV R2, #fDH
7B 2 MOV R3, #data-byte MOV R3, #15H
7C 2 MOV R4, #data-byte MOV R4, #13H
7D 2 MOV RS, #data-byte MOV RS5, #E9H
7E 2 MOV R6, #data-byte MOV R6, #ATH
7F 2 MOV R7, #data-byte MOV R7, #14H
bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

80 2 SIMP rel-offset SJMP 0013H

81 2 AJMP page-addr AIMP 0402H

82 2 ANL C, bit-addr ANL C, 09H

83 1 MOVC A, @A+PC MOVC A, @A+PC
84 1 DIV AB DIV AB

85 3 MOV byte-addr, byte-addr MOV 01H, 34H
86 2 MOV byte-addr, @RO MOV 06H, @R0
87 2 MOV byte-addr, @R1 MOV 21H, @R1
88 2 MOV byte-addr, RO MOV 15H, RO
89 2 MOV byte-addr, R1 MOV 05H, R1
8A 2 MOV byte-addr, R2 MOV 24H, R2
8B 2 MOV byte-addr, R3 MOV 09H, R3
8C 2 MOV byte-addr, R4 MOV 01H, R4
8D 2 MOV byte-addr, R5 MOV 20H, RS
8E 2 MOV byte-addr, R6 MOV 34H, R6
8F 2 MOV byte-addr, R7 MOV 67H, R7
90 3 MOV DPTR, #data-word MOV DPTR, #AAAAH
91 2 ACALL page-addr ACALL 0445H
92 1 MOV bit-addr, C MOV 05H, C

93 2 MOVC A, @A+DPTR MOVC A, @A+DPTR
94 2 SUBB A, #data-byte SUBB A, #33H
95 1 SUBB A, byte-addr SUBB A, 32H
96 1 SUBB A, @R0 SUBB A, @R0
97 1 SUBB A, @RI SUBB A, @R1
98 1 SUBB A, RO SUBB A, RO

99 1 SUBB A, R1 SUBB A, R1

9A 1 SUBB A, R2 SUBB A, R2

9B 1 SUBB A, R3 SUBB A, R3

9C 1 SUBB A, R4 SUBB A, R4

9D 1 SUBB A, RS SUBB A, RS

9E 1 SUBB A, R6 SUBB A, R6

9F 1 SUBB A, R7 SUBB A, R7

bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset : 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE

CODE BYTES

A0 2 ORL C, /bit-addr ORL C, /04H

Al 2 AJMP page-addr AJMP 05FEH

A2 2 MOV C, bit-addr MOV C, 7FH

A3 1 INC DPTR INC DPTR

A4 1 MUL AB MUL AB

AS 1 Reserved Reserved

A6 2 MOV @RO, byte-addr MOV @RO0, 45H

A7 2 MOV @R1, byte-addr MOV @R1, 33H

A8 2 MOV RO, byte-addr MOV RO, FFH

A9 2 MOV RI, byte-addr MOV R1, 00H

AA 2 MOV R2, byte-addr MOV R2, E5H

AB 2 MOV R3, byte-addr MOV R3, 34H

AC 2 MOV R4, byte-addr MOV R4, 12H

AD 2 MOV RS, byte-addr MOV RS5, 67TH

AE 2 MOV R6, byte-addr MOV R6, 89H

AF 2 MOV R7, byte-addr MOV R7, 32H

BO 2 ANL C, /bit-addr ANL C, /23H

Bl 2 ACALL page-addr ACALL 0503H

B2 2 CPL bit-addr CPL 02H

B3 1 CPLC CPLC

B4 3 CJINE A, #data-byte, rel-offset CINE A, #32H, 23H
B5 3 CINE A, byte-addr, rel-offset CJNE A, 12H, 56H
B6 3 CINE @RO, #data-byte, rel-offset CINE @RO, #66H, 23H
B7 3 CINE @R]1, #data-byte, rel-offset CINE @R1, #34H, 12H
B8 3 CINE RO, #data-byte, rel-offset CJNE RO, #23H, 56H
B9 3 CJINE R1, #data-byte, rel-offset CJNE R1, #00H, 10H
BA 3 CINE R2, #data-byte, rel-offset CJINE R2, #56H, 23H
BB 3 CJNE R3, #data-byte, rel-offset CJNE R3, #76H, 56H
BC 3 CINE R4, #data-byte, rel-offset CJINE R4, #23H, 45H
BD 3 CJINE RS, #data-byte, rel-offset CJINE R5, #80H, ACH
BE 3 CJINE R6, #data-byte, rel-offset CINE R6, #BAH, CAH
BF 3 CJINE R7, #data-byte, rel-offset CJNE R7, #09H, 14H
bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset : 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

Co 2 PUSH byte-addr PUSH 23H

Cl 2 AJMP page-addr AIMP 0604H
C2 2 CLR bit-addr CLR 04H

C3 1 CLR C CLRC

c4 1 SWAP A SWAP A

Cs5 2 XCH A, byte-addr XCHA, 12H
C6 1 XCH A, @RO XCH A, @RO
C7 1 XCH A, @R1 XCH A, @R1
C8 1 XCH A, RO XCH A, RO

C9 1 XCH A, R1 XCH A, R1

CA 1 XCH A, R2 XCH A, R2

CB 1 XCHA, R3 XCH A, R3

CC 1 XCH A, R4 XCH A, R4

CD 1 XCH A, RS XCH A, RS

CE 1 XCH A, R6 XCH A, R6

CF 1 XCH A, R7 XCH A, R7

DO 2 POP byte-addr POP 32H

D1 2 ACALL page-addr ACALL 0634H
D2 2 SETB bit-addr SETB 03H

D3 1 SETB C SETB C

D4 1 DA A DA A

D5 3 DINZ byte-addr, rel-offset DINZ 23H, 34H
D6 1 XCHD A, @RO XCHD A, @RO
D7 1 XCHD A, @R1 XCHD A, @R1
D8 2 DINZ RO, rel-offset DINZ RO, 02H
D9 2 DINZ R1, rel-offset DINZ R1, 23H
DA 2 DINZ R2, rel-offset DINZ R2, 43H
DB 2 DINZ R3, rel-offset DINZ R3, 87TH
DC 2 DINZ R4, rel-offset DINZ R4, ADH
DD 2 DINZ RS, rel-offset DINZ RS, EAH
DE 2 DINZ R6, rel-offset DINZ R6, 34H
DF 2 DINZ R7, rel-offset DINZ R7, FOH
bit addr : 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel offset : 00H - FFH - 8-bit2's complement addr

data byte 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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HEX NUMBER OF SYNTAX EXAMPLE
CODE BYTES

EO 1 MOVX A, @DPTR MOVX A, @DPTR
El 2 AJMP page-addr AIMP 0734H
E2 1 MOVX A, @RO MOVX A, @RO
E3 1 MOVX A, @RI MOVX A, @R1
E4 1 CLR A CLR A

E5 2 MOV A, byte-addr MOV A, 12H
E6 1 MOV A, @RO MOV A, @RO
E7 1 MOV A, @R1 MOV A, @R1
E8 1 MOV A, RO MOV A, RO

E9 1 MOV A, R1 MOV A, R1

EA 1 MOV A, R2 MOV A, R2

EB 1 MOV A, R3 MOV A, R3

EC 1 MOV A, R4 MOV A, R4
ED 1 MOV A, R5 MOV A, R5

EE 1 MOV A, R6 MOV A, R6

EF 1 MOV A, R7 MOV A, R7

FO 1 MOVX @DPTR, A MOVX @DPTR, A
Fl1 2 ACALL page-addr ACALL 0703H
F2 1 MOVX @RO0, A MOVX @RO0, A
F3 1 MOVX @RI, A MOVX @R1, A
F4 1 CPL A CPL A

F5 2 MOV byte-addr, A MOV 34H, A
F6 1 MOV @RO, A MOV @RO, A
F7 1 MOV @R1, A MOV @R1, A
F8 1 MOV RO, A MOV RO, A

F9 1 MOV RI, A MOV RI, A
FA 1 MOV R2, A MOV R2, A

FB 1 MOV R3, A MOV R3, A

FC 1 MOV R4, A MOV R4, A

FD 1 MOV RS, A MOV RS, A

FE 1 MOV R6, A MOV R6, A

FF 1 MOV R7, A MOV R7, A

bit addr 00H - FFH - 8051 bit address

byte addr : 00H - FFH - On-chip 8-bit RAM address

code addr : 0000H - FFFFH - Absolute code address

page addr : 0000H - O7FFH - [11-bit code address

rel  offset 00H - FFH - 8-bit 2's complement addr

data byte : 00H - FFH - Immediate data byte

data word : 0000H - FFFFH - Immediate data word
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10

System Errors and Troubleshooting

. Introduction

This chapter describes the errors detected while operating EB-51 and answers the most
common questions related to hardware and software. Please read carefully the error
message and follow the indications that appear on the screen to solve the problem.

Error Description

Error #2 - Reset

This error indicates that the emulated microcontroller could not be properly reset.
Error #3 - Run

The Run Error means that the system is not able to start executing your program.
Error #4 - Halt

This error appears when the system cannot stop the program execution.

Error #5 - Update

The system failed to update register contents.

Error #6 - Hardware

An internal hardware failure occurred.

Error #7 - Hardware

An internal hardware failure occurred.

Error #8 - XTAL

The crystal oscillator of the emulated microcontroller does not operate.

Error #9 - Power Down
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The emulated microcontroller is in the Power Down Mode.
Error #10 - Idle

The emulated microcontroller is in the Idle Mode.
Error #11 - Power Down or Idle

The emulated microcontroller is in the Idle or Power Down Mode.
Error #20 - Communications

The PC cannot communicate with EB-51.

Error #21 - Communications

An invalid command has been transmitted to EB-51.
Error #22 - Communications

An invalid command has been transmitted to EB-51.
Error #32 - Communications

EB-51 does not respond to the PC command.

Error #33 - Communications

There are missing bytes in the transmission.

Error #34 - Communications

This is a time-out error.

Error #35 - Communications

An unexpected system status has been received.
Error #36 - Communications

The system identifier is wrong.

Errors #37-#255 - Communications

The PC does not receive any response from EB-51.
Error #256 - Load Error

Wrong File Format.

Error #257 - Load Error
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Your program uses banked memory.
Error #300 - User's Entry Error
Address is not from XDATA memory.
Error #301 - User's Entry Error
Address is not from CODE memory.
Error #302 - User's Entry Error
Undefined cycle.

Error #303 - User's Entry Error
Unrecognized input

Error #304 - User's Entry Error
Unrecognized end of line.

Error #305 - User's Entry Error
Trace point does not exist.

Error #306 - User's Entry Error
Path is not correct.

Error #307 - User's Entry Error
Out of range error.

Error #308 - User's Entry Error
The watch value cannot be changed.
Error #309 - User's Entry Error
The trigger event must be set.
Error #310 - User's Entry Error
Invalid passcount entered; Passcount must be 1 to 32767.
Error #311 - User's Entry Error
Invalid memory space identifier.

Error #312 - User's Entry Error
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Symbol not found.

Error #313 - User's Entry Error

Search expression not found.

Error #314 - User's Entry Error

Space cannot be dynamically updated.

Error #315 - User's Entry Error

The option cannot be provided while Running.

Error #316 to #450 - User's Entry Error

Error detected while entering a value or symbol.

Error #800 & #801 - System Error

This is an internal error; call CEIBO for technical assistance.

Error #802

Demo version can load only 1K code.

Error #803

Out of memory space.

Error #804

File operation failed.

Error #805 - to #900 - System Error

This is an internal error; call CEIBO for technical assistance.
10.3. Common Questions and Answers

ROMless Operation

1.  How does the system work in ROMless mode?

ROMless operation means that the chip selected is 80C31, 80Cxx, etc., and ports
0 and 2 are the bus.

P3.6 and P3.7 can only be used as RD/WR lines.
Port 0 can only be used as ADO-7 address/data bus lines.

Port 2 can only be used as A8-15 address lines.
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ROMed Operation
2. How does the system work in ROMed mode?

ROMed operation means that the chip selected is 83Cxx, 87Cxx, 80C51, etc., and
ports 0 and 2 are 1/O ports.

P3.6 and P3.7 cannot be used.

Port 0 can only be used as I/O port.

Port 2 can only be used as I/O port.

Any MOVX instruction is not supported and must not be used.
Ports
3. I cannot access (read or write) Port 0 and 2.

Select chip type ROMed (like 87C51) and not ROMless (like 80C31).
4. By writing MOV port3,#0 the system does not work.

Write MOV port3,#cOh, because you cannot write to port 3, bits 6 and 7. The other
bits of Port 3 do not have limitations.

5. [Ido not know how to use port 3.6 and 3.7.

These ports can never be used as I/0 ports on the EB-51. They can be used only as
RD and WR lines.

6. 1Ido not know how to use Port 2.
MOVX @Ri instruction is not supported in regards to Port 2 operation. That
means, you cannot use Port 0 as a bus and Port 2 as a Port; work with both as ports
or as buses.

Timers

7. How many timer ticks are lost while stopping the emulation and reassuming it?
Up to 50 timer ticks, depending on the timer mode and frequency.

Microcontroller

8. Ireplaced the microcontroller and the system does not work.

EB-51 may accept many different derivatives. EB-51 uses standard
microcontrollers working in emulation mode. This special mode used by the
emulator in ROMed mode, outputs the internal buses and it is not documented in
the Philips Microcontroller Data Book. Programming the security bits is the
operation required by the chip to accept entering in the emulation mode.
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If you cannot program the security bits or you are not using a Philips
microcontroller, select in the software menu a ROMless type (i.e. 80C32,
80CS51FA, etc.) and not ROMed (i.e. 87C51FB, 87C...., etc.).

9. Which security bits should I program, if I replace the microcontroller ?

Use Philips microcontrollers and program lock bit 1 and 2 only. Do not program
lock bit 3.

10. How can I program security bits ?
Use Ceibo MP-51 or any other programmer with similar capabilities.
Daughter Board

11. I am trying to use Ceibo 552 daughter board for EB-51 and the system does not
work.

Check that the daughter board is properly connected. Use the power switch only in
5V and not 3.3V. Set the frequency to 12MHz and not 24MHz or higher.

System Problems
12. EB-51 works at 5V but not at 3.3V.

You do not have the chip set for 3.3V operation (the set is Ul to U4 and they are
"L" devices and not "C").

13. Yesterday I worked with the system and it was OK. Today the ports are not
showing any activity.

The software has been invoked without a system connected to the power supply;
then the mode has changed from Emulation to Simulation and therefore you are
working only with the simulator.

14. I cannot establish a communication between the system and my PC, although
the serial port of my computer works with another system as well as the serial
cable.

1. A cable from another system may be the problem. Use only the black
cable supplied with the system.

2. Set the Power Switch to 5V. Maybe you do not have the 3.3V chip set.

3. Your PC does not support the high baud rate. Try to set the baud rate to
low in the Options Menu.

15. The system shows always Error #6 - crystal problems.

Set the crystal jumper to Internal.

Chapter 10, System Error and Troubleshooting 10-6



Software

16. Why cannot Port 0 and 2 be accessed in the watches window, etc. ?
Select chip type ROMed (like 87C51) and not ROMless (like 80C31).

17. Why some options are grayed out?

Not available yet in the current software version.

18. I am using BSO/Tasking assembler and when I try to enter a symbol
in the Watches window, I get Error #311 and the values of the variable
are represented as question marks (2222?).

This assembler and many others are case sensitive, so enter the variable manually
and always in upper case.

19. I cannot open the Module Window.

You did not load a file with DEBUG information. Check again how the file has
been generated and if you selected the appropriate vendor in the Load command.

20. I press Ctrl-Break and the program does not halt.

If you try to halt your program with the Halt command (Ctrl-Break), and the
Debugger continues to Run, it means that the selected Halt Mechanism Interrupt
did not occur. The Debugger will only Halt the next time the selected Halt
Mechanism Interrupt occurs. Executing the Reset command (Ctrl-F2) after
executing the Halt command and before the Debugger is Halted will force the user
program to Halt by forcing the Reset Halt Mechanism.
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11

About the DOS Debugger

11.1. Introduction

CEBS51D is a DOS menu-driven program supplied with EB-51. This chapter includes the
basic information you will need to begin using the CEB51D program and to understand the
meaning of the different menus and its syntax.

The Debug Capabilities and menus are similar to those explained for the Windows Debugger.
This program may also be installed to run under Windows.

11.2. Preparing the Software
1. Do not apply power to the EB-51. It is not necessary for the first stage which mostly
explains the software capabilities.

2. Install your EB-51 software in any directory of your computer. Please check that
you have 0.5 Mbyte spare disk space after copying the files and /450KByte of free
memory.

3. Invoke the EB-51 by typing CEB51D.

11.3. Selecting the Simulation Mode

1. After invoking the program, select the Simulation Mode from the Options Menu
and the Architecture Command.

2. The bar on the top of the screen is the global menu and that is indicated by the three
dashes on the left upper corner.

3. The upper right corner displays the software status.

4. Hold the CTRL key for a while to display the Control Menu. Hold the ALT key for
a while to view the Alternate Menu option.

5. The white double-line frame surrounding the Watches Window indicates that the
window is active. That means all the available commands for that window are
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accessible by three ways: using the Local Menu, applying a direct entry or utilizing
a key combination.

11.4. Adding the Watches
The Local Menu is opened by holding down the ALT key and pressing F10.

A list of commands will then appear on the screen from which you can make your
selection.

Lets try to add a watch. Highlight the Watch command and press the Enter key. A
window with the message:

"Enter New Watch"

will appear on the screen. Type P1 and press the Enter key. Then, Port 1 will be added
to the Watches Window.

11.5. Changing Watches
1. If you want to change the Port value, invoke the Local menu again and select the

Change command.

2. A selection may be done either by moving the arrows until the Change command is
highlighted or by pressing the C key.

3. Type 55 and press the Enter key. Observe that the Watches Window has an updated
value for Port 1.

4. Press the ESC key.

11.6. Hot Keys

1. Every window assumes that a hot key is active if you press a key that is not a
command.

2. You can directly add a new watch just by typing the desired variable. That is
possible because the Watches window default is the Watch command for the Local
menu.

3. Type ACC to add the Accumulator to the Watches window. Press the ESC key.

4. The hot keys or key combinations that permit an immediate access to the commands
of the Local menu are displayed by holding down the Control key. Press Ctrl-W
and type BYTE 10 to display the contents of the Internal RAM of the
microcontroller belonging to address 10H. Press the ESC key.
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11.7. Accessing the Global Menu

1.

The Global menu commands may be activated by using the function keys or by
simultaneously pressing the ALT and the command first letter keys. Press F5
several times to change the Watches window size.

. Press Alt-V to open the View command. Select CPU and observe the new window

added to the screen. The CPU window becomes active as indicated by the white
double-line frame.

. Check the Local, Control and Alternate options of the CPU window. The default is

Assemble.

. Move the cursor to any line and type NOP. Observe how the code has been changed.

. Press the F6 key to select the next active window.

11.8. Changing the Windows

1.

Press Alt-W to select the Window menu, that permits changing the position and size
of the active window. Try all the options for both the CPU and Watches windows.
The Enter key validates the change while the ESC key cancels it.

. A window may be resized by pressing the Ctrl-F5 keys and then pressing the Shift

key together with the arrows.

. Similarly, the Ctrl-F5 and then the arrows move the window position.

. Press Alt-O to access the Options menu and select the Save Options

command to save the screen configuration you created in a disk file.

11.9. Loading a File

1.

2.

3.

Press Alt-F to activate the File menu.
Set the cursor to highlight the Load option and press the Enter key.

Press the Enter key again if you do not know which file you want to load, otherwise
type in the file name. Select the TESTS.ABS Sample file. This file includes code
and symbols.

. You may also load a Hex file without symbol information, but in that case the

symbolic debugger will not function.

. After successfully loading the TESTS.ABS file, the CPU window will be opened

with the updated code. The Watch window will be erased. You can navigate through
the disassembled code in the CPU window by using the arrow keys, PgUp and
PgDn.

11.10. Debugging the Program
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1. Press F6 and select the Watches window.
2. Type P1 to add Port 1 to the Watches window.
3. Select the View Menu and the Modules Command to choose the TESTS Module.

4. Move and resize the three windows according to your convenience. Please note that
originally the Modules window is hidden by the CPU Window, but is still present
behind the source code, and reappears if you press the F6 key to select it.

5. Select the RUN Menu and execute a Program Reset. That can be done directly by
pressing Ctrl-F2.

6. Pass the control to the CPU window and execute a few assembly steps. These are
available from the Alternate menu and the command name is Instruction Trace.
Press the Alt-F7 keys several times.

7. Execute the program. Press the F9 key.
8. Halt the program execution by pressing Ctrl-Break.

9. Display the executed instructions from the View Menu, using the Trace Buffer
command.

10. Set a Breakpoint at line #33 by moving the cursor in the TESTS window to that line
and pressing the F2 key. Execute the program by pressing the F9 key.

11.Execute a high-level language step by pressing the F8 key. Repeat that operation
several times.

12. Continue the high-level-language stepping by pressing F7. Note that the Modules
are changed in accordance with the actual program counter value.

13.Press Alt-X to leave the Debugger.

11.11. System Menu

The System menu mainly includes commands affecting the entire desktop screen. It can
be accessed by pressing the Alt-F10 keys.

File pick dialogs allow typing the item searched and moving the highlight bar to the
first item matching the already typed in letters. This allows item matching with
minimum time and key strokes.

The available commands are: Repaint Desktop, Restore Standard and About.

Repaint Desktop
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The Repaint Desktop command simply displays again the entire desktop screen,
updating all currently active windows.

Restore Standard

The Restore Standard command restores the window layout to its original state. This is
useful in case too many windows begin to accumulate on the desktop screen.

About

The About command displays the copyright screen of the CEB51D Debugger. This is
useful for version identification of the software.

11.12. File Menu

The File menu options deal with operations external to CEB51D Debugger, such as
loading programs for debugging, saving code memory, and returning to DOS.

File pick dialogs allow typing the item searched and moving the highlight bar to the
first item matching the already typed in letters. This allows item matching with
minimum time and key strokes.

The available commands are: Load, Save, Get Info, Symbols Load, Program and Quit.
Load

The Load command loads a program for debugging from a disk. User is prompted for
the name of the program to be loaded, a wildcard specification can be entered for
selecting the file from the list of matching files.

No file name entry will be interpreted as *.* wild card entry.

The supported file formats are: Intel hex format, Intel OMF51 object format and
Franklin/Keil extended OMF object format.

Save

The Save command stores the code memory contents onto a disk file in Intel hex format.
The user is prompted for the code memory address range to be saved.

Get Info

The Get Info command displays a window showing the current state of the program
being debugged.

This includes the program name, where and why your program was stopped, memory
used by DOS, emulator system version information and the current date and time.

Symbols Load

Chapter 11, About the DOS Debugger 11-5



The Symbols Load command allows the loading of a new symbol table to replace the
current one.

Quit

The Quit command terminates CEB51D debugging session. The hot key Alt-X can also
be used to return to DOS from any point. Any open files are closed and occupied
memory is released.

DOS Shell

The DOS shell command allows a temporary exit from the Debugger to carry out any
DOS operation. You may exit to DOS shell at any time, even while running the
program. When exiting to DOS shell the Debugger memory will be swapped to a disk
file, consuming in all about 10 KByte memory space and 10 KByte disk space. This is
extremely useful for re-compiling your program when a Bug is found. Upon returning
to the Debugger from DOS shell after compiling the program debugged, you will be
prompted of the program change and the Debugger will automatically re-load the newly
compiled program.

By using this command you can restore files and parameters
1. Exit to DOS Shell

2. Recompile your project

3. Type Exit to return to the debugger

The debugger will detect automatically that the project has been recompiled, according
to the change in the absolute object file, and will ask whether to reload the new
recompiled project. If yes, the new object file will be loaded updating all the
environment to the new project. All breakpoints and watches will be remembered and
restored, although breakpoints are restored according to absolute addresses and not line
numbers. Then a Reset command will be executed with start up skip. Execute again the
Reset command and you will be ready to continue the debug session.

11.13 View Menu

The View menu commands open windows that display different aspects of the program
being debugged.

The available commands are: Watches, Variables, Module, CPU, Dump, Registers,
Trace Buffer and File.

Watches
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The Watches command opens a Watches window showing the value of variables
specified using either the Data add watch main menu command or the Watch local
menu command in a Module window.

Variables

The Variables command opens a Variables window displaying a list of the program
global (or public) and local symbols, and their values.

The different variable types are as explained for the Windows Debugger.
Module

The Module command opens a Module window showing the list file of the selected
module.

A module to be viewed can be "picked" from a list of the current program available
modules, only modules which have a corresponding list file will appear in this pick list.
Module pick dialogs allow typing the item searched and moving the highlight bar to
the first item matching the already typed in letters. This allows item matching with
minimum time and key strokes.

Use the Module's List File of the Option command for setting up the list file name
associated with each module of the program you wish to debug. Use the Path for Source
List of the Option command to set a path list in which the list files are to be found.

This command will be disabled if no debug information has been loaded. F3 is the hot
key for this command.

If a Module window is already shown on the screen, the selected module will be
displayed on that window, and it will become the active window.

The Module window title indicates the module name currently being viewed.

Make sure that the list files will be in accordance with the program being debugged,
otherwise the cursor might not always show up on the correct source code line.

The Goto command is included in the local menu of the Module window. This allows
direct display jump to any code memory location, either an absolute address, source
line number or a procedure/function name may be specified.

When a list file cannot be opened for the specified address, the CPU window will be
automatically opened at the specified address location.

CPU
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The CPU command opens a CPU window displaying the disassembled instructions of
your program.

An instruction may be displayed with symbol information, and mixed with source code
lines.

You may also patch-up code using the built-in assembler.

If a CPU window is already displayed on the screen, it will become the active window
upon invoking this command.

The CPU window indicates the last item of code that was selected in the View CPU
command.

It allows a closer look to be taken at the machine code which corresponds to one of the
source-level views.

Dump

The Dump command opens a Dump window where a specified area of memory is
displayed. The data can be viewed as raw hex bytes with their corresponding ASCII
representation. Read and Write commands are included in the local menu of every
Dump window. This allows saving onto a disk file or loading from a disk file (in Intel
Hex format) any portion of the dumped memory space (including Bit and RBit space).

The different memory spaces are: Code, Data, Byte, Bit, RByte, RBit and Registers.

Code: The Dump Code command opens a Dump window where the code memory space
is displayed. The code is viewed as raw hex bytes with their corresponding ASCII
representation. You may change or fill any portion of the internally mapped code space,
with any given values.

Byte: The Dump Byte command opens a Dump window where the Microcontroller on-
chip ram byte memory space is displayed. The data is viewed as raw hex bytes with
their corresponding ASCII representation. You may change or fill any portion of the
on-chip ram byte space, with any given values.

Data: The Dump Data command opens a Dump window where the external data space
is displayed. This data is accessed by the MOV X instructions.

Bit: The Dump Bit command opens a Dump window where the Microcontroller on-
chip ram bit memory space is displayed. This is a 16 byte area which starts at address
location: 20H and the 128 bits in this area can be directly addressed. The data is viewed
as "1" or "0" bit information. You may change or fill any portion of the on-chip ram bit
space, with any given values.

RByte: The Dump RByte command opens a Dump window where the Microcontroller
SFR byte memory space is displayed. The data is viewed as raw hex bytes with their
corresponding ASCII representation. You may change or fill any portion of the SFR
byte space, with any given values.
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Rbit: The Dump Rbit command opens a Dump window where the Microcontroller SFR
bit memory space is displayed. The data is viewed as "1" or "0" bit information. You
may change or fill any portion of the SFR bit space, with any given values.

Registers

The Registers command opens a Registers window where the flags and current CPU
registers state appear.

Trace Buffer

The Trace buffer menu allows the current Trace window to be opened, as well as
viewing the trace status. The Trace functions are enabled in simulation modes only.

The following options are available: Trace Dump and Trace Status. The local menu
(ALT F10) selects the trace display mode.

File

The File command opens a File window in which any specified ASCII file contents
may be displayed. You will be prompted for the file name to be viewed, a wildcard
specification can be entered for selecting the file from the list of matching files. No file
name entry will be interpreted as *.* wildcard entry.

Performance Analyzer

The Performance analyzer window allows the statistics information to be viewed on the
program execution. The statistics are calculated from the current Trace buffer contents.
This is displayed as the number of execution cycles per procedure and per module,
together with the percentage from the total execution time stored in the Trace buffer.

11.14. Run Menu

The Run menu commands execute the program being debugged. The following options
are available: Run, Execute Forever, Go to Cursor, Trace Into, Execute to, Step Over,
Execute Forever, Animate, Instruction Trace and Program Reset.

Run

The Run command executes the program continuously until either the program is halted
with the Halt key, or a breakpoint is reached. The functions are similar to those
explained for the Windows Debugger.

The F9 key is the hot key that executes this command.
11.15. Breakpoints Menu
The Breakpoints menu commands let breakpoints be set and cleared.

The available commands are similar to those explained for the Windows Debugger:
Toggle, Expression True Global, Hardware Breakpoint and Delete All.
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11.16. Data Menu

The Data menu commands permit the examination of variables and symbols in the
program. The functions are similar to those explained for the Windows Debugger.

The following commands are available: Inspect, Evaluate and Add Watch.

11.17. Options Menu

The Options menu allows adjustment of some options that have a global effect on the
conduct of the CEIBO Debugger, and the remote emulator system.

The following are the available options: Environment, Path for source List, Module's
List File, Communication Port, Communication Baud, Architecture, Mode, Halt
Mechanism, Interrupt Shared, Save Options and Restore. These are similar to those
explained for the Windows Debugger.

11.18. Window Menu

The Window menu commands allow various operations on the currently open windows
with the following commands: Zoom, Size/move, Next and Close.

Use the View menu commands to open new windows. The F6 key makes the next
window to be the active window. The F5 key zooms the current active window in/out.

Zoom

The Zoom command makes the currently active window occupy the entire screen area.
This command functions as a toggle, so that an already zoomed window will return to
its original size and screen position upon issuing the command.

The F5 key zooms the current window.
Next
The Next window command changes the windows order on the screen.

Invoking this command will cause the next window in the sequence of all open
windows to be made the currently active window. The active window can always be
identified as the window with the double border frame.

The F6 key moves to the next window.

Size/Move

The Size/Move command allows the position and size of the current window to be
changed.

Once the command has been issued, use the cursor keys to move the window and Shift
plus the cursor keys to change its size.

Chapter 11, About the DOS Debugger 11-10



Ctrl-FS5 is the hot key for this command.
Close

The Close command removes the current active window. To create new windows use
the View command.

The Alt-F3 key is the hot key that executes this command.

11.19. Help Menu

The Help menu commands open a help window for whichever subject will be selected
from the menu. This menu offers the following options: Index, Previous topic and Help
on Help.

Index

The Index command displays a list of help topics. Not all the help contexts are listed,
only the useful subjects and starting points.

Shift-F1 is the hot key that executes this command.

Previous Topic

The Previous Topic command displays the last help screen viewed.
Alt-F1 is the hot key that executes this command.

Help on Help

The Help on help command displays a help screen describing how to use the CEB51D
Debugger help system.

11.20. Command Line Options

You may get the command line options by invoking the debugger as follows:

CEB51D>CEBSI1D /help
or:
CEB51D>CEBS1D /?

The command line syntax is:

CEBSI1D [filename] [options]

where the text is not case sensitive.

By specifying a filename, the debugger will automatically load your program.

The /Scan option allows automatic detection of the host PC COM port to which the
remote emulator system is connected. Use this switch whenever changing the Com port
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connection. CEB51D will automatically invoke Scan mode even when not instructed
so, whenever running for the first time from a new project directory.

The /IRQ option enables the use of interrupt for serial communications.
The /Mono option allows use of the debugger with monochrome screens.

The /L option will force the program counter to zero in the CPU window after loading
a program. If you omit this option, the program counter will point to the main
procedure. If the program does not run correctly the Debugger may be left running after
such an operation (the first line of Main was never reached). You can then halt the
program using the Halt menu command (Ctrl-Brk). Afterwards the Debugger will not
attempt automatic start-up skip again, until a new program is loaded.

11.21. Predefined Names

EB-51 accepts the following symbols that you may invoke directly while adding a
watch, setting a breakpoint or assembling an instruction. The complete list of
predefined Ports and Register names may be found in the Microcontroller Data Book.

Ports

PO, P1, P3, etc.

Port Bits

P0.0 to P0.2, P1.0 to P1.7, etc.
Registers

ACC, B, etc.
Register Bits
ACC.0to ACC.7, B.0 to B.7, etc.
11.22. Absolute References
You may invoke a parameter without any symbolic reference just by specifying its type.
Examples:
BYTE 10H
BIT 5H
CODE 0H
RBYTE 90H

RBIT 90H

11.23. Preparing Your Files
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The Symbolic Debugger requires your files to be prepared with debugging information.
Therefore, files must be compiled with the Debug and List options.

The Debug Option of your compiler generates symbol information such as Line
Numbers, Global (or Public) and Local references, Labels and others. The EB-51
software recognizes these symbols.

The List Option creates an ASCII file that contains the source written by the user and
references to Line Numbers.

The normal way to prepare your program for debugging is as follows:
1. Use an Editor to write your source code.

2. Compile the sources with an Assembler or high-level language compiler, using the
Debug and List options.

3. Link and locate your object files with the Intel RL51 program or a similar one that
generates an Intel compatible format.

The EB-51 Disk includes a sample program to clarify the above:

1. TEST.LST is the listing of a source program written in PLM that has been generated
by Intel PLM-51.

2. TINIT.LST is another listing file generated by the same software.

3. TEST.ABS is the output file that linked three modules and was created by Intel
RL51 Relocator and Linker Program.

11.24. Loading a Program

Use the LOAD command to load your code and symbol information. First try the
supplied TEST.ABS program, that was generated by Intel RL51 program.

Use the View Menu to display the Modules, Globals, Locals and Lines of the modules.

11.25. Symbol Syntax

Symbols are valid arguments instead of numeric values or absolute addresses and are
specified as follows:

Predefined Symbols

Predefined symbols are register and port names, that are recognized even if you did not
load a program into the system.

Examples:

P1
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P2.0

IE

ACC
TCON.3

Publics and Global Symbols

Public or Global symbols are those declared in your program as public variables and
assembled or compiled using the Debug option.

The dot <> is used to inform the software that a symbol follows and not a numeric
value.

A dot followed by a name defined in your program is used to invoke a public or local
symbol, although in the Watches and CPU windows the dot may be omitted.

Examples:

DELAY CNT
INIT

Modules
A Module is the name assigned to a portion of your program.
A module may be invoked by the module name preceded by a colon ().

Examples:

:TEST
:TINIT

Procedures

A Procedure is a subroutine of your program and may be public or local depending on
what was defined for in the software.

Local procedures must be preceded by a colon (:), the module name and the procedure
name separated by a dot.

Global or public procedures must be preceded by a dot and the procedure name.

Examples:

ANIT
:TEST.ROL P1

Module Local Symbols

Module local symbols are those declared in your program as local variables belonging
to a module.
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Local symbols must be preceded by a colon (:), the module name and a dot.

Examples:

:TEST.REG_P1
:TEST.CPL P1

Procedure Local Symbols

Procedure local symbols are those declared in your program as local variables
belonging to a module.

These symbols must be preceded by a colon (:) the module name, a dot, the procedure
name and an additional dot.

Examples:

:TEST.ROR_P1.ROT NO
:TEST.ROR_P1.ROT_CNT

Line Numbers

Line numbers are treated as local symbols and are preceded by a colon (:) and the
module name, followed by the numeric symbol #, and the specific line number.

Examples:

:TEST#12
:TEST#33

Length

The Length parameter allows invoking contiguous parameters starting from one
specified symbol.

Examples:

RBIT 90H LEN 8
:TEST.REG_P1 LEN 4
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